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Preface

Philip Machanick, Overall Chair: SAICSIT’99

Running SAICSIT’99, the annual research conference of the South African Institute for Computer Scientists and Information Technologists, has been quite an experience.

SAICSIT represents Computer Science and Information Systems academics and professionals, mainly those with an interest in research. When I took over as SAICSIT president at the end of 1998, the conference had not previously been run as an international event. I decided that South African academics had enough international contacts to put together an international programme committee, and a South African conference would be of interest to the rest of the world.

I felt that we could make this transition at relatively low cost, given that we could advertise via mailing lists, and encourage electronic submission of papers (to reduce costs of redistributing papers for review).

The first prediction turned out to be correct, and we were able to put together a strong programme committee.

As a result, we had an unprecedented flood of papers: 100 submitted from 21 countries. As papers started to come in, it became apparent that we needed more reviewers. It was then that the value of the combination of old-fashioned networking (people who know people) and new-fashioned networking (the Internet) became apparent. While the Internet made it possible to convert SAICSIT into an international event at relatively low cost, the unexpected number of papers made it essential to find many additional reviewers on short notice. Without the speed of e-mail to track people down and to distribute papers for review, the review process would have taken weeks longer, and it would have been much more difficult to track down as many new reviewers in so little time.

Even so, the number of referees who were willing to help on short notice was a pleasant surprise.

The accepted papers cover an interesting range of subjects, from management-interest Information Systems, to theoretical Computer Science, with subjects including database, Java, temporal logic and implications of e-commerce for tax.

In addition, we were very fortunate in being able to invite the president of the ACM, Barbara Simons as a keynote speaker. Consequently, the programme for SAICSIT’99 should be very interesting to a wide range of participants.

We were only able to find place in the proceedings for 36 papers out of the 100 submitted, of which only 24 are full research papers. While this number of papers is in line with our expectation of how many papers would be accepted in each category, we did not have a hard cut-off on the number of papers, but accepted all papers which were good enough, based on the reviews. Final selection was made by myself as Programme Chair, and Derrick Kourie, as editor of the South African Computer Journal. Additional papers are published via the conference web site.

We believe that we have put together a quality programme, and hope you will agree.
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Abstract

This paper describes the Java CAN API, a portable and extensible application interface to arbitrary CANopen fieldbus devices. This API forms the basis for the implementation of JRCC (Java Remote CAN Control), a tool which can be used to retrieve and modify the whole set of status parameters of arbitrary CANopen devices via the Internet, providing the basic facilities for remote maintenance, remote data acquisition and remote control of CANopen nodes. In an educational context this opens up the opportunity to demonstrate and to experience the behavior of various CANopen modules with respect to specific status modifications, independent of the local availability of those devices.

Since we choose a Java client/server software architecture using TCP/IP sockets, the JRCC client can easily be embedded in an ordinary HTML web page and be executed by any web browser featuring a Java 1.1 compliant virtual machine. The abandonment of a middleware layer results in an extremely small and portable system with high availability and little system requirements, making this approach a candidate for both, a low cost embedded system solution for remote access to CANopen devices and a fieldbus teaching tool for the potentially heterogenous client system environment of a distributed collaborative learning community connected via Internet.

Keywords: network computing, CANopen device, java api, fieldbus, internet, client/server, distance education, remote maintenance

Computing Review Categories: C.2, D.2.11, J.2, K.3

1 Introduction and Related Work

CANopen [2] is a layer 7 network protocol\textsuperscript{1} for CAN (Controller Area Network) [3] communications, primarily used in industrial automation applications where devices such as distributed I/O modules, drives etc. communicate over a CAN fieldbus. Almost all communication with such a CANopen device is done via the so-called Device Profile, a two dimensional array of parameters, reflecting the current status of a device at a given time. The specific entries of the Device Profile are addressed by index and subindex and can be read to retrieve a specific parameter and written to change the current status of a device (e.g. to activate an output channel of an I/O module). CANopen is an open standard, developed within the CAN in Automation (CiA) [1] international users and manufacturers group formed by more than 300 companies worldwide.

The underlying CAN is a real-time, multi-master, serial bus system with outstanding transmission reliability, specified up to layer 2 of the ISO/OSI reference model.

The Java CAN API and the JRCC tool presented in this paper allow client/server access to CANopen device profiles, providing remote access to arbitrary CANopen modules connected to CAN. This enables any user with a connection to the Internet to take a detailed look into the devices connected to the system and to modify the current status parameters. Besides comprehensive possibilities for teaching and demonstrating CANopen fieldbus concepts over the Internet, this system provides the basic facilities for remote maintenance, remote data acquisition and remote control of CANopen devices.

In order to keep the system small and open, we used free and standardized software whenever possible. The abandonment of a middleware software layer, for example Microsoft's DCOM/OPC technology, the Common Object Request Broker Architecture (CORBA) or Java RMI, benefits in very low system requirements. The technology for remotely accessing CANopen devices via the Internet presented in this paper, can easily be used in a small embedded system solution for remote data acquisition and remote maintenance. The requirements for the target server system consist only of an embedded Java virtual machine, a TCP/IP stack and a CAN interface.

Other systems described in [6] or [5, 4] using DCOM/OPC or CORBA respectively, depend on the availability of specific proprietary operating system services like access to the Microsoft Windows Registry, a name service, an Object Request Broker (ORB), or other middleware services. Furthermore, the system presented in this paper establishes a more general view on CANopen devices.

\textsuperscript{1}According to the ISO/OSI reference model
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hiding the device type specific particularities by providing access to the general concept of the CANopen Device Profile.

The Java CAN API developed for the JRCC tool is designed for maximum portability across hardware and operating system boundaries and forms a good basis for both, a low cost embedded system solution for remote access to CANopen devices and a fieldbus teaching tool for the potentially very heterogenous client environment of a distributed collaborative learning community connected via Internet.

The major aim of this paper is to describe the developed software infrastructure to provide worldwide access to arbitrary CANopen devices, with its focus on portability, reusability and little system requirements on the client and the server side.

The rest of the paper is structured as follows: Section 2 describes the JRCC system architecture, discussing hardware issues, the C++ CAN message management, the Java CAN API and the client/server communication principles. The succeeding section describes the JRCC tool from the user’s perspective on the example of a fieldbus teaching tool for distance education. The paper concludes with a summary and outlook.

2 System Architecture

2.1 Overview

![Figure 1: Overview of the system architecture](image)

The JRCC hardware setup (see figure 1) consists of a standard PC (Intel Pentium II, WinNT) connected to CAN via a CAN Interface Card (Vector Informatik GmbH CanCardX). Presently, two CANopen I/O modules from Beckhoff and Selectron are connected to the bus, but they could be replaced by any other CANopen modules, without having to reconfigure the system.

In order to serve the Java client class files and to provide worldwide access to the installed CANopen devices, a HTTP-Server (Apache) and our JRCC server are running on the server machine. If the client class files are installed at the client computer as a Java application, the HTTP server becomes obsolete. The JRCC clients communicate with the JRCC Server directly over Java-TCP/IP sockets which guarantees high performance and almost unrestricted browser support.

![Figure 2: Accessing a specific status parameter via the Internet](image)

During the JRCC development the JRCC client and server, the Java CAN API, formed by the CanProtocol and JCan package, and the JCan.DLL were implemented (see figure 2). The Vcand32.DLL ships with the CANCardX and provides C functions for accessing the CAN controller. The following subsections of this paper describe the developed software modules in a bottom up manner, starting with the JCan.DLL.

2.2 The JCan.DLL

The Vcand32.DLL supports primitive access to the CAN bus, providing only simple transmit and receive functions and no message management. The JCan dynamic link library handles the following two main tasks: first, it encapsulates the CAN interface card resp. the interface to the Vcand32.DLL, providing an abstract, thread safe view of the net traffic on the CAN bus, and second, it is part of the implementation of the Java CAN API, which references the methods of the JCan.DLL via the Java Native Interface (JNI).

The JCan.DLL autonomously manages all CAN bus traffic caused by connected CANopen modules. This is done by the so-called message manager thread (see figure 3) which collects all generated CAN messages on the bus in an infinite loop. Since in most cases CANopen message identifiers incorporate information about the recipient and the meaning of a CANopen message, the messages are managed with respect to their actual identifier. The JCan.DLL can be configured dynamically to hold specific message queues for each identifier. When a new message appears on the bus, the message manager retrieves the ID of the message and checks if some Java instance has subscribed for messages with this specific identifier. If so, the message is stored in a special STL\(^2\) queue data structure reserved for messages with this identifier (see figure 3). If no one is interested in this message, it is ignored.

\(^2\)Standard Template Library
polling techniques to read the incoming messages. Since 
unsubscribed messages are ignored, it is possible to mask 
the CAN traffic that is not interesting, which may be the 
main part, at a fine granularity. The decision to implement 
this message management in C++ results in a high 
performance filtering of incoming CAN messages, keeping 
the Java side of the JRCC system from the time critical 
aspects of the CAN message management.

### 2.3 The Java CAN API

The Java CAN API is formed by the JCan and the CanPro­

tocol package. The JCan package provides Java classes 
and interfaces to access a CANCardX, CANPari or CAN­

AC2 CAN interface card of Vector Informatik GmbH via 
the JNI. The CanPort class for example provides the na­
tive method declarations for the JCan.DLL functions and 
father methods for the CAN event handling (see table 2) 
which was implemented according to the observer pattern. 
To access the CAN bus, a Java instance needs a reference to 
a CanPort object providing the interface to the JCan.DLL. 
If asynchronous notification shall be used, the Java in­
stance needs to implement the CanPortEventListener in­
terface by overriding the canEvent method and sign itself 
as an event listener at the CanPort object using the addE­
ventListener method (see table 2). If the message manager 
of the JCan.DLL encounters a subscribed message with the 
novation flag set, all signed CAN event listeners are noti­
fied by invoking their version of the canEvent method. The 
CanPortEvent argument passed to the canEvent method 
contains information about the event type and the event 
source so the notified java instances can react in an appro­
riate way, e.g. call the receive or peek function of the 
JCan.DLL.

Both, classes for generic CAN layer 2 messages and 
CANopen layer 7 messages are aggregated to the CanPro­
tocol package. The CanMsg class encapsulates a generic CAN message 
with an identifier, 8 bytes of data and the data length code (dlc). The send method (see table 3) writes a CanMsg in­
tece to the CAN bus using the specified CanPort refer­
ence.

CANopen defines a Service Data Object (SDO), which 
can be used to read or write an individual device profile entry 
by index and subindex. The class SDO provides these 

---

3The receive, peek and transmit functions of the JCan.DLL are im­
plemented as critical sections with mutual exclusion to prevent illegal 
interactions of parallel function invocations.
features by extending the CanMsg class. Network management functionality e.g. setting a device from the CANopen pre-operational state to the operational state, is made available by the NMT class.

### 2.4 The Client/Server Communication

The JRCC client and server communicate via TCP/IP sockets, the lowest common denominator with regard to support from current web browsers. This is particularly advantageous in an distributed educational context, with varying operating systems, hardware architectures and web browsers used by students at different Universities.

On the server side only a small Java Virtual Machine, a TCP/IP protocol stack and a CAN interface are mandatory. Even a small embedded system may meet these requirements, allowing the construction of a low priced mobile hardware interface to arbitrary CANopen fieldbus setups. Since a growing part of the automobile industry installs a CAN fieldbus in their products, this mobile CAN interface may be used for the remote diagnostics and even remote maintenance of cars.

The client requests to the CANopen modules have to be synchronized, to avoid confusing or illegal interference of different clients. To achieve this, the server only grants exclusive access by blocking incoming requests of other clients. The server takes care that every requesting client gets access to the devices for at most a specific time slice. When the time slice is over, a time out occurs and the client has to reconnect the server. The server holds all client connection requests in a first in first out queue to ensure a fair server arbitration.

### 3 Using the JRCC Tool in Practice

The JRCC client can be started via the web page located at [http://robo16.fh-reutlingen.de/english/demol-JRCC_client.html](http://robo16.fh-reutlingen.de/english/demol-JRCC_client.html). The menu CAN-Nodes lists all CANopen modules currently connected to the JRCC server. To communicate with one of these devices, the corresponding entry in this menu has to be selected. The Electronic Data Sheet (EDS), which describes the device profile of the selected CANopen module, is then automatically downloaded from the JRCC server, parsed and displayed in a tree view component on the left side of the JRCC client window. The user can expand and collapse the entries in the device profile tree to gather information (e.g. ParameterType, DataType,AccessType, etc) about individual parameters. If a specific device profile entry is selected by double clicking, the corresponding values are transferred into the Index and Subindex fields at the right half of the window and the user can now read or write this parameter via the Internet by pressing the Read or Write button.

The NMT-Services menu provides the CANopen network management services to control the network status of individual nodes. In order to further illustrate the possibilities of this system, we connected the output lines of one of the I/O modules with its input lines and a "Feldbus" display (see figure 4). The JRCC tool can now be used as an interface to this display. When some of the output lines are switched to high, the corresponding letters of the display are lit and be-

---

**Table 2:** The CAN Event Handling API (extract).

<table>
<thead>
<tr>
<th>class/interface</th>
<th>Function Name</th>
<th>Signature</th>
</tr>
</thead>
<tbody>
<tr>
<td>class CanPort</td>
<td>addEventListener</td>
<td>(CanPortEventListener lsnr)</td>
</tr>
<tr>
<td>class Interface</td>
<td>removeEventListener</td>
<td>(CanPortEventListener lsnr)</td>
</tr>
<tr>
<td>class CanPortEvent</td>
<td>canEvent</td>
<td>(CanPortEvent canEvent)</td>
</tr>
<tr>
<td>class CanPortEvent</td>
<td>getEventSrc</td>
<td>()</td>
</tr>
<tr>
<td>class CanPortEvent</td>
<td>getEventType</td>
<td>()</td>
</tr>
</tbody>
</table>

**Table 3:** The CanProtocol Package (extract).

<table>
<thead>
<tr>
<th>class/interface</th>
<th>Function Name</th>
<th>Signature</th>
</tr>
</thead>
<tbody>
<tr>
<td>class CanMsg</td>
<td>setId</td>
<td>(int id)</td>
</tr>
<tr>
<td>class SDO</td>
<td>setData</td>
<td>(byte[] data)</td>
</tr>
<tr>
<td>class NMT</td>
<td>send</td>
<td>(CanPort port, int dst)</td>
</tr>
<tr>
<td>class NMT</td>
<td>write</td>
<td>(int index, int subindex, long value, ...)</td>
</tr>
<tr>
<td></td>
<td>read</td>
<td>(int index, int subindex)</td>
</tr>
<tr>
<td></td>
<td>startRemoteNode</td>
<td>(CanPort port, int moduleId)</td>
</tr>
<tr>
<td></td>
<td>stopRemoteNode</td>
<td>(CanPort port, int moduleId)</td>
</tr>
</tbody>
</table>

---

**Figure 4:** The I/O Module Circuit of Node 0x10

---

4We developed a special tree view component without using any Swing or JFC classes to stay compatible with current web browsers.
forced to download any browser plug-ins, additional CORBA classes or install auxiliary software on the client system. The server requirements can even be met by a low cost embedded system, featuring a small embedded Java VM, a TCP/IP stack and a CAN interface. For example, a truck driver experiencing a breakdown in the middle of nowhere, could use such a system, a mobile phone and the Internet to enable remote access to the CAN devices built into the truck, allowing a distant engineer to check his vehicle for malfunctions.
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