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Preface

Philip Machanick, Overall Chair: SAICSIT'99

Running SAICSIT'99, the annual research conference of the South African Institute for Computer Scientists and Information Technologists, has been quite an experience.

SAICSIT represents Computer Science and Information Systems academics and professionals, mainly those with an interest in research. When I took over as SAICSIT president at the end of 1998, the conference had not previously been run as an international event. I decided that South African academics had enough international contacts to put together an international programme committee, and a South African conference would be of interest to the rest of the world.

I felt that we could make this transition at relatively low cost, given that we could advertise via mailing lists, and encourage electronic submission of papers (to reduce costs of redistributing papers for review).

The first prediction turned out to be correct, and we were able to put together a strong programme committee.

As a result, we had an unprecedented flood of papers: 100 submitted from 21 countries. As papers started to come in, it became apparent that we needed more reviewers. It was then that the value of the combination of old-fashioned networking (people who know people) and new-fashioned networking (the Internet) became apparent. While the Internet made it possible to convert SAICSIT into an international event at relatively low cost, the unexpected number of papers made it essential to find many additional reviewers on short notice. Without the speed of email to track people down and to distribute papers for review, the review process would have taken weeks longer, and it would have been much more difficult to track down as many new reviewers in so little time.

Even so, the number of referees who were willing to help on short notice was a pleasant surprise. The accepted papers cover an interesting range of subjects, from management-interest Information Systems, to theoretical Computer Science, with subjects including database, Java, temporal logic and implications of e-commerce for tax.

In addition, we were very fortunate in being able to invite the president of the ACM, Barbara Simons as a keynote speaker. Consequently, the programme for SAICSIT'99 should be very interesting to a wide range of participants.

We were only able to find place in the proceedings for 36 papers out of the 100 submitted, of which only 24 are full research papers. While this number of papers is in line with our expectation of how many papers would be accepted in each category, we did not have a hard cut-off on the number of papers, but accepted all papers which were good enough, based on the reviews. Final selection was made by myself as Programme Chair, and Derrick Kourie, as editor of the South African Computer Journal. Additional papers are published via the conference web site.

We believe that we have put together a quality programme, and hope you will agree.
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Abstract

The paper proposes a framework for discussing methodologies for developing interactive computer systems. It uses this framework for a sample of systems and shows how certain insights about missing aspects of the methodologies emerge.

Keywords: Human computer interface Methodologies, Software engineering, interactive computer systems

Computing Review Categories: D.2.1, D.2.2

1 Introduction

Usability problems have been cited as a major contributory cause for the slow productivity gains following six trillion US dollars of investment in information technology [4]. If there ever was a software crisis then this is it. Not that there is a shortage of advice as many books, articles and journals pour out a veritable flood of information on human computer interaction (HCI). Much of it is sound, some of it is contradictory but either way it is hard for even a moderately well read practitioner to make sense of all this material. No wonder that Warren and Viljoen [11] (amongst others) found that students have very little idea about how to design an interface. There is a need, therefore, to be able to understand and compare these solutions, and for a more overarching point of view.

Our approach will be to provide a reference model (RM) which can be used to compare solutions. This will allow the various approaches to be placed in a context. The RM model is analogous to the software development life cycle (SDLC) in that it provides a way to reason about how software is created. But unlike the SDLC the RM is not a set of phases, but a number of “objects” that are constructed and this provides another and complementary perspective. The model itself cannot be validated any more than the SDLC or Norman’s stages of interaction [7] can be validated. Nor will it, per se, provide a method of choosing between various methodologies as the RM is neutral.

However, what it does do, is to provide a framework which will allow various writings on HCI to be discussed.

In the rest of the paper we will firstly describe the model and secondly describe how it was applied to a number of approaches in order to gain insight into the scope and techniques used. No doubt some readers will argue that the RM makes distinctions that are not real and others will argue that important boundaries are missing. This is similar to the way the SDLC has been used where, for instance, the object orientated community has argued that the boundary between design and analysis should be blurred. This is not a weakness, it is part of the reason for having a model so these issues can be discussed. The discussion of some sample “methodologies” is done to indicate how the RM can be used to provide an insight into these techniques. It is important to understand that we are not attempting to create a new methodology but a way of analysing and understanding methodologies.

2 The submodels

It is contended that the software development process consists of creating a “model” of the software and its environment, which in turn is decomposed into a number of submodels. We are not going to be very precise about what each submodel contains, rather we will consider them to be containers which might be seen differently by the various methodologies. It might be argued that some of these submodels require further decomposition and that could well be so, but we will argue that to combine any two of them will be harmful to our understanding of the process. Our purpose is to look at the content of what is to be achieved independently of the software engineering processes that can be used to achieve it. We can now look at the individual submodels in more detail.

The psychological model (Psycho) The psychological model embraces all those issues that affect the actual end user interacting with the system. It contains all the material discussed under the umbrella of cognitive psychology, the user’s mental model of the system and even motivational concerns. Cooper [1] even goes as far as to distinguish between the user’s needs on the one hand and desires on the other.

The sociological model (Socio) The sociological model has to do with the broader community that might be impacted by the running of the system. It contains all the material discussed under the umbrella of cognitive psychology, the user’s mental model of the system and even motivational concerns. Cooper [1] even goes as far as to distinguish between the user’s needs on the one hand and desires on the other.
The task model (Task) The task model is concerned with modelling the user's activities. The task model is considered to be independent of the way in which those tasks are carried out in any particular system. Techniques such as task analysis [6], and use case analysis [3] are often used to document the tasks that have to be carried out. The task model does not include any interaction with a computer.

The conceptual model (Concept) Techniques such as use case analysis contain much temporal information, and there is a need for a more abstract view of the services provided by the system. The conceptual model is a view of the system as seen by the user and is often expressed in an object-oriented way.

The developer's model (Develop) The conceptual model discusses what the system should do from the point of view of the person who interacts directly with the system. The developer's model contains much more than that, since developers are concerned with issues such as cost of producing code, the maintainability of that code and the efficiency with which it runs. In a sense the developer's model is concerned with the implementation of the conceptual and interaction models.

The interaction model (Inter) The interaction model is the other side of the system from the task model. It provides the user with a way of manipulating the objects and services provided for by the conceptual model. It is not to be confused with the task model, the task model describes what has to be done, the interaction model implements the user interface issues associated with tasks. In a good system there will be a close relationship between the two, but to see them as identical is to confuse the problem with its solution. Nevertheless the distinction is a fine one, and one can expect some disagreements on the boundary between the two.

2.1 Context

The submodels operate inside a given context that defines other dimensions for the development. These contexts could be thought of as further submodels but a context seems more appropriate as they impinge on virtually all of the other submodels.

Stakeholders The stakeholders are those who could or should influence the development of the software. It includes the various kinds of developers such as interaction designers, analysts and programmers, but also the users and those who might pay for the project. The methodologies will vary depending on which groups are involved in the various stages and submodels.

Software engineering Software engineering (SE) describes the process by which software is created, and thus the order in which the various submodels are visited, and who is consulted. Variations such as waterfall versus spiral, participatory versus developer based, and techniques to create the code are the kinds of issues discussed.

Technology Just as the wider social setting in which a computer system operates is important, so is the technological environment. For instance a photo realistic virtual reality system is not a reasonable design specification using the current kinds of computers found on desktops.

2.2 Combining the submodels

It would be tedious and not very enlightening to discuss all the ways in which the submodels can be combined. Rather some inter combinations are undesirable and we will discuss these.

The conceptual and developer's models Object oriented (OO) programmers contend that these techniques are natural representations of the world [5] and they may well be. However programmers are not only concerned with modelling power but many other issues as well like code reuse, efficiency, simplicity of the programming and so forth. While OO techniques are powerful and useful, the concerns of programmers are very different from the concerns of end users [2]. If the conceptual and developer's models are combined there is a grave danger that the programmer's view of the world will intrude upon the user interface. This is considered by one and all to be an undesirable outcome [7].

The task, conceptual and interaction model Dayton et al. [9] have argued that the conceptual model (which they call the "Task object Model") is only necessary if one wishes to map the essentially procedural task model onto a non-procedural approach, such as object oriented user interface. If the interface maps very closely onto the task model then (they argue) the conceptual model is unnecessary. Even in this case it would seem a mistake to abandon the conceptual model. The conceptual model is necessary to shield the interaction model from the task and developer's models. However it does not necessarily exist in code, and could simply be part of a design document.

3 Interactions

Figure 1 shows the design influences (represented as arrows) at play during the development of a computer system. It is important to distinguish these from information flows and temporal relationships. For instance, information will flow from the developer's model to the conceptual model and thus to the interface in the running system, but we do not show arrows in that direction. We are saying that the design of the developer's model should not influence the conceptual model because to do that would be tantamount to the solution dictating the problem. We indicate an arrow running in the opposite direction, namely from the conceptual to developer's model, indicating design influences.

The diagram emphasises that the system is embedded in a context, namely the technology that enables and constrains the design, the stakeholders who play a role in shaping its form, and finally the process that is used to construct it. Inside this context, the sociological model influences only the task model. The sociological model does not influence the user directly but rather the sociological model influences the tasks the user carries out. This may be a
point of disagreement. It is also noted that the sociological model has no direct influence on the way the interaction takes place with the computer. Such an influence exists but it is indirect. The psychological model, on the other hand, has a direct influence on both the tasks to be carried out, and the way the interface is constructed to carry out those tasks. The task model describes the tasks that the user performs. The conceptual model is an abstraction of those tasks, representing the data and services that the user interacts with. Some information may be lost when the conceptual model is abstracted from the task model, and the task model thus directly influences the interface. Finally the developer's model is determined by (but does not influence) the interaction and the conceptual models.

The main undesirable influence is the interaction model dictating to the task model what is to be done. This would mean "how" it is done dictates "what" is to be done! The other undesirable influence is from the developer's model to anything else. The problem is the same as the above.

4 Some methodologies

The idea of comparing "methodologies" below is to show how the RM can be used to reason about them and their scope. They are not intended to be a representative sample nor is the discussion intended to rank or select a method. We simply draw attention to interesting aspects of the methodologies.

4.1 The naive developer's approach

The main problem with naive developers is the total lack of any planning or structure to their efforts. This results in any and all of the undesirable interactions taking place between the submodels. In particular the developer's model influences all of the rest of the system, as, what is easy to do, is what gets done. Careless rapid prototyping may also suffer from this malaise as eventually the system becomes the definition of the system.

Warren and Viljoen [11] studied a number of students attempting to design a user interface for a video store. What they found was that these designers created an interface directly in terms of tasks that had to be carried out. This in turn led to the one screen per task syndrome, a malady that Cooper [1] calls dialog box pollution. A large number of dialog boxes is undesirable because at each page switch the user losess context making exploratory learning difficult. In RM terms the intermediate conceptual model is missing.

A similar problem can be expected to occur when the developer's model directly influences the interaction model. This particularly manifests itself in the one screen per relation approach which some database management systems tend to encourage. But a relation does not necessarily map onto a concept in the user domain so this technique may not be appropriate.

4.2 Cooper's analysis

Cooper's [1] [2] highly entertaining accounts of what is wrong with modern software can largely be attributed in RM terms to the developer's model influencing the rest of the system. An example is that programmers tend to see each branch with equal importance because they expend the same effort writing the code. The end user might prefer the most frequent branch to be defaulted to avoid making the same choice each time. For instance, it is irksome to have to choose printer parameters every time when they hardly ever change. Cooper also dwells on the programmer's zero, one, many view of the world which again does not match an end user view where 10 items is a very different phenomenon from 1000 items. Cooper further claims that once code starts to be written this code is cast in stone, resulting in the developer's model harmfully influencing the final product if the code has been designed without reference to interface issues. His prescription is to ensure that the developers are only involved in the developer's model and nothing else, and only after the other submodels have been constructed. Cooper also makes an important contribution (or claim) regarding the development of the psychological model. Cooper is concerned about software that attempts to be all things to all people with the inevitable consequence that it is nothing to anybody. In turning Shneiderman’s [8] stricture to accommodate diversity around, Cooper introduces the concept of a “persona” and the software is designed to cater for at most a few persona. The persona are roughly worst case users of their type. He claims that interface designers can visualise such a persona and draw accurate conclusions about their needs without the requirement of abstract psychological models. While Cooper’s writings are worth reading for their enter-
From the point of view of the RM, however, they could not claim to be a complete description of how to design and implement interactive computer systems.

### 4.3 USDP

The unified modelling language (UML) has rapidly established itself as the standard notation for modelling software. An important adjunct is the Unified Software Development Process (USDP)[3] and thus it is interesting to see the extent to which the USDP is in harmony with the RM. USDP is a traditional software engineering methodology in which virtually the only attention given to the user interface is the identification of a "worker" called a "User Interface Designer". USDP is "use case driven" where a use case is defined as "a piece of functionality in the system that gives a user a result of value". The entity making this interaction is called an "actor" and therefore described by the psychological model. However very little seems to be done to model the actors in the USDP. While the USDP claims that use cases have been adopted "almost universally" there are some important critics [5]. Use cases seem to describe actors interacting with what we have called the interaction model. It is not clear that a separate "solution independent" task model is being constructed which could later be mapped on to one of a number of different interaction models. The RM would regard this apparent failure to distinguish between the tasks and the implementation of the tasks, as a weakness. The fact that more than one person at a time may be interacting with the system does not seem to be modelled, nor does the technological context. The situation is summarised in Table 1.

<table>
<thead>
<tr>
<th>USDP</th>
<th>RM</th>
</tr>
</thead>
<tbody>
<tr>
<td>Actor</td>
<td>Psychological model</td>
</tr>
<tr>
<td>Use case</td>
<td>Task model / interaction model</td>
</tr>
<tr>
<td>Control + entity class</td>
<td>Developer's model</td>
</tr>
<tr>
<td>Boundary class</td>
<td>Conceptual and interaction models</td>
</tr>
<tr>
<td>Workers</td>
<td>Developers in the stakeholder model</td>
</tr>
<tr>
<td>USDP process</td>
<td>Software engineering model</td>
</tr>
<tr>
<td>Not modelled</td>
<td>Sociological model</td>
</tr>
<tr>
<td>Not modelled</td>
<td>Technological context</td>
</tr>
</tbody>
</table>

### 4.4 Newman and Lamming

An analysis of Newman and Lamming’s (NL) approach is given in the Table 2.

The approach is compatible with the RM but does not really discuss how to construct the final product, but more the process that needs to be adopted to construct it. The RM would predict that the user of the NL approach will be uncertain on how to actually construct the various parts.

### 4.5 The Bridge

The Bridge is, according to its authors [9] "a comprehensive and integrated methodology for quickly designing object-oriented (OO), multi-platform graphical user interfaces (GUIs) that definitely meet user needs". This is a bold claim. It is a proprietary methodology taught by Belcore requiring very definite procedures to be adopted. As this methodology is part of the inspiration for the RN it is not surprising that it is compatible with it. The Bridge deals largely with the issue of creating the task, conceptual and user interaction models, and the processes that are needed to make this happen. Interestingly the developers are involved in the design of the user interface. This is not entirely consistent with the notion that there should be no influence from the developer’s model to the conceptual model or with Cooper’s views.

### 5 Discussion and conclusion

The RM is a framework for discussing methodologies that create interactive computer systems, and its primary purpose is descriptive rather than prescriptive. For instance it allows us to compare who is involved in the design process, in what order various issues are addressed and how the various issues are tackled. However it is also a model that makes certain predictions. It firstly says that if sub-models are not present or two submodels are combined in a given methodology, then that methodology is incomplete. Application of RM has allowed us to understand the nature of naive developers’ problems. It has allowed us to
place the provocative writings of Cooper [1] [2] in context. It can take a standard textbook such as [6] and discuss in what areas the student will be getting advice and in what areas he will not. In this case many of the RM concerns are addressed. It reproduces from an HCI point of view some of the concerns about use cases that Meyer [5] has articulated from an OO point of view and others have found from experience. We contend, therefore, that RM does allow us to reason about HCI methodologies without claiming that other perspectives will not yield other insights or that the RM framework is the only one.

What credence can be placed on the insights that RM gives? It can be judged on its own internal consistency, the predictions it makes about other techniques and whether others find it a useful approach. RM cannot be validated empirically because it is an interpretative view [10] where the models can never be shown to be right or wrong only more useful or less useful. It can only be left to readers to judge if the results are useful to them.
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