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Preface

Philip Machanick, Overall Chair: SAICSIT’99

Running SAICSIT’99, the annual research conference of the South African Institute for Computer Scientists and Information Technologists, has been quite an experience.

SAICSIT represents Computer Science and Information Systems academics and professionals, mainly those with an interest in research. When I took over as SAICSIT president at the end of 1998, the conference had not previously been run as an international event. I decided that South African academics had enough international contacts to put together an international programme committee, and a South African conference would be of interest to the rest of the world.

I felt that we could make this transition at relatively low cost, given that we could advertise via mailing lists, and encourage electronic submission of papers (to reduce costs of redistributing papers for review).

The first prediction turned out to be correct, and we were able to put together a strong programme committee.

As a result, we had an unprecedented flood of papers: 100 submitted from 21 countries. As papers started to come in, it became apparent that we needed more reviewers. It was then that the value of the combination of old-fashioned networking (people who know people) and new-fashioned networking (the Internet) became apparent. While the Internet made it possible to convert SAICSIT into an international event at relatively low cost, the unexpected number of papers made it essential to find many additional reviewers on short notice. Without the speed of e-mail to track people down and to distribute papers for review, the review process would have taken weeks longer, and it would have been much more difficult to track down as many new reviewers in so little time.

Even so, the number of referees who were willing to help on short notice was a pleasant surprise.

The accepted papers cover an interesting range of subjects, from management-interest Information Systems, to theoretical Computer Science, with subjects including database, Java, temporal logic and implications of e-commerce for tax.

In addition, we were very fortunate in being able invite the president of the ACM, Barbara Simons as a keynote speaker. Consequently, the programme for SAICSIT’99 should be very interesting to a wide range of participants.

We were only able to find place in the proceedings for 36 papers out of the 100 submitted, of which only 24 are full research papers. While this number of papers is in line with our expectation of how many papers would be accepted in each category, we did not have a hard cut-off on the number of papers, but accepted all papers which were good enough, based on the reviews. Final selection was made by myself as Programme Chair, and Derrick Kourie, as editor of the South African Computer Journal. Additional papers are published via the conference web site.

We believe that we have put together a quality programme, and hope you will agree.
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Abstract

Reuse of software components offers the potential for significant savings in application development costs and time. This paper provides a characterization of reuse at different levels of client-based software in distributed document management systems (DMS). An object-oriented framework called JIMA is established as the basis for clients of a wide range of client-server based DMS. The design of the framework is characterized by multiple architectural layers as well as by a set of standardized interfaces among them. The strict separation of conceptional and implementation level successfully offers the potential of reusing software components within the application domain of DMS. In order to rapidly integrate legacy DMS into JIMA, each component can be adapted and extended separately without interfering with other framework components. Because each user needs a special form of DMS due to individual documents and usage patterns the concept of software bundling at the component level in JIMA is introduced. The JIMA framework can be used via the Internet and as a locally installed standalone application transparently. Several examples of existing commercial DMS at debis Systemhaus Competence Center Document and Workflowmanagement are examined with respect to the framework. The programming language Java is used to implement the object-oriented model.

Keywords: frameworks, software reuse, components, design patterns, java, internet, document management systems


1 Introduction

Document management systems (DMS) are designed to manage documents stored in electronic form. Generally, the term document refers to papers, faxes, electronic mails, photos and video clips. DMS combine a number of different functional components for storing, transparently locating, easily retrieving, and exercising control over documents. Traditionally the software architecture of most legacy DMS is based on the two-tier client-server model where the entire application logic is kept on the client and the server functionality is reduced to execute predefined queries to the document database. However, in this paper we are only concerned with DMS which make use of the three-tier client-server model which separates most of the application functionality in an additional middle layer called application server. In this article we focus on an object-oriented framework for three-tier client-server based DMS. A framework is a reusable, semi-complete application that can be specialized to produce custom applications [2]. It is characterized by an abstract set of classes and interfaces which, taken together, establish a generic software architecture for a family of related applications [7, 8]. Our framework is called JIMA as an abbreviation for Java-ImageMaster-Client where ImageMaster is a DMS developed by debis Systemhaus Competence Center Document and Workflowmanagement (EDMD)\textsuperscript{1}.

We identified the key properties of DMS and set up a general, object-oriented model which consists of several independent architectural layers. Within each layer facilities for reusing software on an object-oriented level are offered. The conglomeration of the layered architecture expands the degree of software reuse to the component level. By applying the concept of design patterns [3] the potential of successful software reuse is extended even further. The rest of the paper focuses on client related issues and uses DMS components synonymously for client-based components in DMS.

The remainder of the paper is organized as follows: Section 2 describes the main problems in the software development process of DMS. Section 3 presents the software architecture of JIMA. In section 4 all necessary steps are described in order to integrate a DMS into JIMA. Section 5 gives an overview of legacy DMS which have been integrated successfully into the framework. The paper concludes with a summary and an outlook.

\textsuperscript{1}EDMD is the document and workflowmanagement group in the Engineering division of debis Systemhaus. debis Systemhaus is the IT subsidiary of debis which in turn is the service company of DaimlerChrysler.
2 Problems to Be Solved

In this section we concentrate on three key problems that need to be solved when constructing and maintaining DMS: The tremendous costs for maintenance, the lack of adequate reuse of software architecture and programming libraries, and the overall software quality.

2.1 Maintenance of legacy DMS

The costs for the entire software development process are primarily dominated by maintenance because application requirements change frequently with respect to the users needs. This often results in a poor documentation of design decisions. Maintaining a set of similar but still different legacy systems separately within a certain application domain such as the DMS, multiplies the costs and the effort of software engineers unnecessarily. Thus establishing a single and more generalized framework for DMS reduces the maintenance costs dramatically. Once such a framework exists, every DMS can make extensive use of already set up and implemented functionalities and services.

2.2 Reusability of existing architecture

Any reusable software component has a context for its use. Assumptions made about the environment and architecture design decisions affect the behavior of the component and can become a complex dependent on the constraints of the original design problem. Simple reuse practice occurs where a software component is lifted from its original context for use and placed in a new context. The component may also require adaption in order to be integrated into the new environment. This adaption may result in incorrect and unpredictable behaviour if the process of reuse is not integrated into a software reuse strategy. A better solution for cost effective reuse is the practice of a software architecture which is explicitly designed for reuse. By controlling the way in which the reusable component can be adapted, the uncertainties of the software component behaviour is reduced. Greater emphasis is placed on the documentation of all assumptions and design decisions.

Many of the existing DMS examined in this paper share a solid number of software components. Customizing each reused component separately would have resulted in a not properly manageable number of different versions of the same component.

2.3 Software Quality

The quality of software systems depends directly on the effectiveness of the software development process. Correctness, reliability, and robustness are considered to be the key issues in software quality [4]. The primary requirement for a high degree of quality is a proper understanding of the entire software system. Thus the adequate documentation of the programming code and all design decisions of the architecture becomes crucial to the overall software quality. Documenting architecture-related decisions becomes particularly important when working in large development teams. By centralizing the documentation process and by establishing a common and easily understandable set of documentation rules the overall software quality of each DMS can be improved.

3 JIMA Framework Architecture

In this section we discuss the main components of the JIMA architecture. In JIMA all client-related issues regarding a three-tier client-server DMS are captured in one single framework. The application logic itself still resides on each server. We have adopted an object-oriented model which is implemented in the programming language Java [6]. By using the concept of design patterns we followed the principle of documenting by designing as proposed in [9].

Figure 1: a) The decoupled architecture of JIMA b) Collaboration in JIMA

The introduction of a layered architecture decouples many domain-specific dependencies and offers flexibility needed in order to extend the framework components independently and to integrate additional DMS into the framework. Each layer can be reused within the application domain. In addition there are reuse facilities of framework components which go beyond the domain of DMS. The concept of configuration policies makes it possible to create a DMS of customized software components.

3.1 Decoupled architecture

The decoupled architecture of the framework has three basic components as depicted in figure 1a: The generic DMS-Model component, a GUI component, and a communication component. The introduction of different framework layers built upon well-defined interfaces facilitates the independent adaptability, extensibility, and maintenance of each component. A component is characterized by its internal functionalities and by its external interfaces. Whereas the internal functionalities of each component are extended and modified rather frequently, their external view is quite stable over time. The generic design of the components interfaces contains no implementation-related issues.
Generic DMS-Model The generic DMS-Model represents a general component for DMS. It captures domain-related services in an abstract manner at the conceptional level as described in [1]. According to the Model-View-Controller paradigm [5] it is a generalized model for each client using the framework. All interaction and collaboration between the framework and all DMS are handled transparently via the DMS-Model. Thus application-centered details are completely hidden from the framework. By using so-called hotspots [10] provided by JIMA, a concrete DMS can be integrated into the framework. Those predefined entry points of the framework have to be subclassed and filled out with application-specific behaviour such as the determination of the communication protocol which is to be used by the framework or the decoding of application-specific entities. Generally each property can be modified at runtime.

Communication component The communication component of JIMA is designed to provide different strategies for executing requests and managing several kinds of services. Each concrete DMS has a so-called communication manager which has its own thread of control. Thus each request to an application server can be sent synchronously or asynchronously depending on the chosen application policy. In JIMA a request is characterized by a high-level and a low-level protocol. Whereas the former determines the type of handshake between client and server, the latter is responsible for delivering the data. Thus several kinds of communication middleware such as low-level sockets or Java Remote Method Invocation (RMI) can be used transparently within JIMA as illustrated in figure 1a. A connector is basically a unified interface for transferring different types of objects. Hence the middleware-related implementation code is masked from the framework. The low-level part of the communication component exposes three subcomponents which are divided into layers according to their functionalities: The top layer keeps an abstract communication handle, whereas the middle one manages the buffering regarding this abstract handle. The concrete communication middleware is located in the third layer which uses the services of the layers above. Placing each functionality in a separate layer provides a potential for reuse of each subcomponent. The connector in figure 1a couples the domain-independent low-level communication component with the domain-specific framework part of JIMA.

GUI component The GUI component manages presentation and interaction with the end-user. According to the Model-View-Controller paradigm, it consists of a set of standard views related to the generic DMS-Model. Each view in the GUI component is bound to the model in order to reflect the current state of the active application graphically. It is characterized by the dynamic setup of its visual components. Reusing the GUI component across different applications provides a consistent graphical layout within the application domain of DMS.

3.2 Collaboration between components

Encapsulating primary functionalities of the domain in different components is only a first step towards a successful framework. In order to accomplish an adequate, domain-related framework, the composition and interoperability of components is necessary without sacrificing each component's internal services.

In JIMA the entire collaboration between the GUI and the communication component is directed by the generic DMS-Model as illustrated in figure 1b. Usually the GUI component calls the generic DMS-Model to initiate application-specific requests which are routed to the communication component. There are two so-called callback strategies for forwarding the results from the communication to the GUI component. Firstly, by passing a predefined callback handle to the communication component, the results can be forwarded directly to the receiver. The implementation is based on the Command-pattern [3] which encapsulates a request as an object without knowing anything about the operation being requested or about the receiver of the request. Secondly, by propagating the results through well-defined notification messages, the number of potential receivers can be even higher. The design of propagated callbacks is based on the Observer-pattern which defines an one-to-many dependency between objects, so that, whenever one object changes state, all its receivers are notified and updated automatically. Whereas the loosely coupling of components increases the reusability, the Observer-pattern maintains consistency between the cooperating components.

3.3 Software bundling and configuration policies

The generic design of the basic framework components offers the flexibility to build customized software bundles rather easily. Application configuration and customization at the component level offers several advantages.

Each configuration policy can be modified at runtime. Therefore, user-related and system-related concerns can be considered by the framework appropriately. Thus the look and feel of the visual layout can be adapted by each user independently. In JIMA each user-defined setting (user profile) is stored in the database.

The framework can act as a standalone application installed locally as well as an internet-based application loaded from the server. The dynamic setup of visual components supports a lower initial downloading time when using the application via the internet because only the logic of the components is delivered but not the actual, graphical layout. The concept of multiple threads of control on the client-side supports the user in using several DMS in parallel as depicted in figure 2. This functionality is quite important for large companies which want to integrate several of their DMS in one single framework.
4 Integrating Document Management Systems into JIMA

Generally, the integration of DMS into JIMA can be accomplished in two ways. Firstly, generate new classes with the required functionalities and add them to JIMA. These classes can be reused by further DMS which might be integrated into JIMA in the future. Secondly, reuse existing classes which were originally created for other DMS. This mechanism speeds up the overall process of integration tremendously since existing classes have already been tested and proven to be valid. Each integrated DMS has to provide its own implementation of the class `InformationSystemProperties` which serves as an uniform interface for accessing OMS-related attributes, as shown in figure 4. The description of each attribute is encapsulated in the class `RechercheEntry`, as shown in figure 3. This class serves as a container for describing an attribute in an uniform way. Each time JIMA accesses an attribute, it asks `RechercheEntry` for the specified meta information regarding the attribute. Basically, a symbolic name, an unique identifier, some default values for retrieval and visualization and the kind of consistency controller, which manages the correct user input, have to be provided for each attribute. As shown in figure 3, a set of predefined types of controllers (DefaultController, NumericController) can be reused or new controller types can be added to JIMA by extending the class Controller. For example, in order to integrate the DMS called BEMI, which is described in section 5, only the application-specific attributes had to be provided in the class `BEMIProperties`.

4.1 Specifying the attributes of a DMS

Each document is characterized by a set of attributes. Whereas the document itself is usually stored in an archive, the attribute values are made persistent in a database. Each DMS has its own model of attributes. In order to integrate a DMS into JIMA, each attribute has to be identified and described. Therefore, each attribute of a DMS in JIMA is an instance of class `RechercheEntry`, as shown in figure 3. This class serves as a container for describing an attribute in an uniform way. Each time JIMA accesses an attribute, it asks `RechercheEntry` for the specified meta information regarding the attribute. Basically, a symbolic name, an unique identifier, some default values for retrieval and visualization and the kind of consistency controller, which manages the correct user input, have to be provided for each attribute. As shown in figure 3, a set of predefined types of controllers (DefaultController, NumericController) can be reused or new controller types can be added to JIMA by extending the class Controller. For example, in order to integrate the DMS called BEMI, which is described in section 5, only the application-specific attributes had to be provided in the class `BEMIProperties`.

4.2 Determining the communication handling

The communication handling between JIMA on the client-side and the application logic on the server-side is determined by the type of communication channel (low-level protocol) and by the type of application-specific handshake protocol (high-level protocol) between client and server. The low-level protocol is responsible for delivering the data between JIMA and the application server. The interface `CommunicationManager` is the manager for establishing, opening and closing connections to the server, as depicted in figure 4. For example, the class `DefaultSocketCommunicationManager` is bound to socket communication. Generally, the communication channel can be switched at runtime without affecting the high-level protocol. A high-level protocol is an application-specific agreement about the semantic interpretation of the delivered content. The class `Request` determines a uniform interface for every high-level protocol in JIMA. In order to integrate a new protocol into JIMA, the class `Request` has to be extended. Then its automatically plugged into the framework and can be processed by the generic `RequestHandler`. The classes `DefaultLogin` and `QueryDocument` are examples of high-level protocols in JIMA as shown in figure 4. Both are used in ZGDOK and BEMI to log into the system and to query documents in the database.
5 JIMA in Practice

In this section we describe three DMS at EDMD which have already been integrated into JIMA. Each of them is characterized by a three-tier client-server architecture and a wide range of different user requirements. In the center of consideration are systems related to the automobile industry as examples of ZGDOK and BEMI. However, NormMaster caters for a broader type of industries.

ZGDOK manages approximately 1.2 million technical documents for constructing Mercedes-Benz automobiles. Key properties of the software architecture are distributed databases with a daily update of servers. About 3000 clients which are installed as standalone applications are connected to ZGDOK world-wide. Up to now about 30 clients are using JIMA as registered users. It is expected that the number of Java-clients will increase in the near future. In 1997 the JIMA framework was established.

BEMI is responsible for managing about 1 million documents about production facilities for constructing Mercedes-Benz automobiles. Key properties of BEMI are the immense volume size of the persistently stored documents and the wide range of different document formats which are delivered from external companies. There are about 40 Java-based clients at this time. For example, the integration of BEMI into JIMA took about three hours for an experienced programmer since the complete communication infrastructure of ZGDOK, which was previously integrated into JIMA, could be reused. Only the attributes of BEMI had to be implemented in the class BEMIProperties, as described in section 4.1.

NormMaster is a DMS for managing technical standards and industry norms for distinct business domains. Thus the structure of the GUI components of NormMaster are rather different from car-related industries. Since norms are unique, they are usually entered and served from a central location. Since they are needed throughout a company, it is especially important that they can be viewed through a browser based system. Companies like DaimlerChrysler, the Bosch Group and the Nokia Group are using NormMaster. Altogether there are approximately 500 clients which take use of JIMA over the internet.

6 Summary and Outlook

In this paper, we have presented the design of an object-oriented, client-based framework that offers the potential of reusing software in DMS successfully. A layered approach provides software reusability at the architectural as well as at the implementation level. The notion of component-based configuration policies is especially important for domain-specific frameworks because they enable a rapid software development process. Our practical experiences have shown that dealing with validation and testing of frameworks is a challenging task because of the higher level of abstraction. However, establishing such a common, abstract software architecture exposes economic potentials that in our case outweigh all drawbacks. The concept of using design patterns systematically has proven to be a valid and successful development strategy.

One aspect of our future work involves an attempt to incorporate DMS-interoperable functionalities into JIMA. Thus end-users have the opportunity to move data between different client-applications. Hence part of the application logic has to be shifted back from the application server to the client-based framework. In addition, reusing software components on the server uniformly is an ongoing research activity at EDMD.

References


[3] E. Gamma, R. Helm, R. Johnson, and J. Vlissides. Design Patterns: Elements of Reusable Object-Oriented Software. Addison-Wesley, Reading, Massachusetts, 1995.


Acknowledgements

We would like to acknowledge contributions by the members of the development team at EDMD to various aspects of JIMA.
Notes for Contributors

The prime purpose of the journal is to publish original research papers in the fields of Computer Science and Information Systems, as well as shorter technical research notes. However, non-refereed review and exploratory articles of interest to the journal's readers will be considered for publication under sections marked as Communications of Viewpoints. While English is the preferred language of the journal, papers in Afrikaans will also be accepted. Typed manuscripts for review should be submitted in triplicate to the editor.

Form of Manuscript

Manuscripts for review should be prepared according to the following guidelines:

- Use wide margins and 1½ or double spacing.
- The first page should include:
  - the title (as brief as possible)
  - the author's initials and surname
  - the author's affiliation and address
  - an abstract of less than 200 words
  - an appropriate keyword list
  - a list of relevant Computing Review Categories
  - Tables and figures should be numbered and titled.
- References should be listed at the end of the text in alphabetic order of the (first) author's surname, and should be cited in the text according to the Harvard method. References should also be according to the Harvard method.

Manuscripts accepted for publication should comply with guidelines as set out on the SACJ web page, http://www.cs.up.ac.za/sacj, which gives a number of examples.

SACJ is produced using the \LaTeX\ document preparation system, in particular \LaTeX\ 2e. Previous versions were produced using a style file for a much older version of \LaTeX, which is no longer supported.

Please see the web site for further information on how to produce manuscripts which have been accepted for publication.

Authors of accepted publications will be required to sign a copyright transfer form.

Charges

Charges per final page will be levied on papers accepted for publication. They will be scaled to reflect typesetting, reproduction and other costs. Currently, the minimum rate is R30.00 per final page for contributions which require no further attention. The maximum is R120.00, prices inclusive of VAT.

These charges may be waived upon request of the author and the discretion of the editor.

Proofs

Proofs of accepted papers may be sent to the author to ensure that typesetting is correct, and not for addition of new material or major amendments to the text. Corrected proofs should be returned to the production editor within three days.

Letters and Communications

Letters to the editor are welcomed. They should be signed, and should be limited to about 500 words. Announcements and communications of interest to the readership will be considered for publication in a separate section of the journal. Communications may also reflect minor research contributions. However, such communications will not be refereed and will not be deemed as fully-fledged publications for state subsidy purposes.

Book Reviews

Contributions in this regard will be welcomed. Views and opinions expressed in such reviews should, however, be regarded as those of the reviewer alone.

Advertisement

Placement of advertisements at R1000.00 per full page per issue and R500.00 per half page per issue will be considered. These charges exclude specialised production costs, which will be borne by the advertiser. Enquiries should be directed to the editor.