Editorial Notes

For two reasons, this edition of SACJ is far later than it ought to have been. The first reason is that there have been some personnel changes in the editorial team. Lucas Introna, having continued for some time as IS editor after transferring to London, asked to be relieved of his duties. Niek du Plooy has kindly agreed to fulfill this role in a temporary capacity until a suitable replacement for Lucas can be found. Due to work pressure, Riel Smit has also withdrawn as production editor, and has been replaced by John Botha. SACJ owes the two retired members a huge debt of gratitude. During his period of tenure, Lucas did sterling work in setting and maintaining a solid standard for IS contributions. Riel put SACJ on a \LaTeX path, and has laboured diligently to produce an aesthetically pleasing product. Thanks are also due to Niek and John for their willingness to take over in their respective roles. Until further notice, IS contributors may forward their submissions directly to Niek at his address given on the front inside cover. I shall put successful authors in touch with John for further instructions regarding final preparation of their manuscripts.

The second reason for a delay in this edition has to do with authors who have not scrupulously followed guidelines for producing their final submissions. There have been a variety of problems ranging from missing citations and inappropriate production of figures to incompatible electronic file submissions. All of this, coupled with our new production editor (who—despite an extremely busy schedule—has valiantly climbed a steep \LaTeX learning curve) has resulted in an edition that should have been out to press several weeks earlier.

The editorial team will be giving attention to the general matter of format and submission procedures in future. SACJ’s citation and reference methods are somewhat archaic and will probably be revised. All the necessary information will be provided on the new SACJ web site at www.cs.up.ac.za/sacj/. The site will also contain abstracts of articles in this and future editions.

These are times of conflicting stresses on both the academic and industrial IT communities. They are being felt somewhat more acutely in Southern Africa (and presumably in other developing countries) than in the developed world. Internationally there is a tendency to cut back on state financing of universities and a seemingly insatiable demand for IT graduates. Many companies snap up new graduates at attractive salaries, positively discouraging full-time postgraduate studies. International recruitment agencies scour the South African scene for qualified candidates, luring some of our most promising young professionals out of the country. Job-hopping, a drift from academia to industry and from local industry to USA or European industry seems to be the order of the day. Despite the availability of private colleges and institutes, virtual or otherwise, there is a rush of students to university and technikon IT departments, all hoping to get at the IT honey-pot. University administrations are struggling to correct the structural deficiencies of the past and to provide IT departments with sufficient resources to cope with demand. As editor of SACJ, I have no particular competence authoritatively to sum up or analyze these tendencies, but it does seem to me desirable that someone ought to do so. Bodies such as SAICSIT, the CSSA, university authorities, IT industry and state representatives ought actively to pursue joint strategies to ensure that our IT departments are properly resourced and that (non-Zuma) measures are taken to retain graduates in the country. It seems almost redundant to attempt to spell out the consequences of inactivity.
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Abstract

In 1985 Smith introduced a new way of deriving fully normalized tables. His method was based on the use of a dependency list and a dependency diagram to produce fifth normal form directly. We introduce the use of end-line, begin-line and in-line bubbles to simplify the diagram for large-scale applications.
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1 Introduction

Most people follow a procedural methodology when designing schemas for relational data base management systems (RDBMS). During the design phase an entity relationship (ER) model is used to represent the entities and relationships. The designer then transposes the entities’ associated data fields into a set of candidate tables and, finally, all candidate tables are transformed step-by-step to fifth normal form by applying normalization guidelines [1]. The apparent simplicity of this ER-model is deceptive inasmuch as the model uses the semantics of entities and not the fields. The designer of the system must have a complete understanding of the normal-form guidelines and any real-world information applicable to the system when transposing the ER-model to candidate tables [2].

In 1985 Henry C Smith introduced a method to compose fully normalized tables from a rigorous dependency diagram. This method is based on field-related semantics. Because the semantic meanings of its dependency chains are specifically tailored to normal-form guidelines, the model directly and immediately synthesizes into fully normalized tables with completely specified primary keys (PK), foreign keys (FK), and join paths [4].

Since the dependency diagram plays a key role in Smith’s method, it is essential that the diagram should be readable. Readability tends, of course, to diminish in proportion to the size and complexity of the application. In this paper we adapt Smith’s method for application to complex large-scale systems.

2 Smith’s diagrammatic conventions

The dependency diagram is developed from a dependency list in accordance with the following rules [3]:

• Field names occur once only.

• A single valued dependency (SVD) is diagrammed by drawing a single bubble around the originator field (the determinant) and using a single-headed arrow to the field dependent on it (called a singleton). See figure 1.

• Multi-valued dependencies (MVD) arise when a field A determines many values of field B. An MVD is diagrammed by drawing bubbles around field A and B, and using a double-headed arrow from determinant bubble A to end-multiple bubble B (Figure 2).

• Independent MVDs may exist between A and B and A and C (Figure 3).

• MVDs from A to B and from B to C form an MVD chain and are modelled as in Figure 4. A is the uplink-determinant bubble, B the determinant bubble and C the end-multiple bubble.

• When a field is a determinant of conflicting dependencies, a double bubble is used (Figure 5).

• $[n]$ at the bottom of fields indicates that these fields share the same domain values ($n = 1 \ldots$).

• $<m>$ at the bottom of a singleton field means that more singleton fields can be found at number $m$ in the dependency list.

3 Smith’s algorithm to create 5NF relations

1. Consider all the singleton chains. (A singleton chain is a series of interlinked bubbles ending in one or more singleton bubbles, i.e. bubbles with single-headed bubbles and no arrows pointing from them.) All the fields within all singleton bubbles linked to the same determinant bubble are the non-key attributes of the table. The field within that determinant bubble plus field(s) within all uplink-determinant bubbles form the table’s primary key. Mark the line between the last determinant and all the singletons linked to it, as worked (\(\sqrt{\cdot}\)).
2. Consider all end-multiple chains. (These are chains ending in end-multiple bubbles, i.e. bubbles with double-headed arrows pointing to, and no arrows pointing from, them.) Work upwards from the end-multiple bubble: the fields within the end-multiple bubble, the determinant bubble and all uplink-determinant bubbles form the table's primary key. Mark the line between the last determinant and the end-multiple bubble linked to it, as worked (√).

Example: Dependency List
1. For each student a Student Number (Student#), Name, Address and Telephone must be stored.
2. For each Lecturer a number, Name and Office Number (Office#) must be stored.
3. Each Subject is identified by an Subject_Code and described by a name (Sub_Name).
4. Each Lecturer can have more than one student and each student can take more than one subject.

5NF relations

Student(Student#, Name, Address, Telephone)
Lecturer(Lecturer#, Name, Office#)
Subject(Subject_Code, Sub_Name)
Class(Student#, Lecturer#, Subject_Code)

4 Large-scale applications

When one applies Smith's method on big complicated systems, the readability of the dependency diagram can be adversely affected in two principal ways, namely by lines that cross one another and by a proliferation of double-bubbles. We will use the MetAIS (Meteorological Air Information System) system developed by Netsys International to illustrate the problems.

The MetAIS system was developed for a customer that provides flight briefing information to aviators. Information is gathered from satellite and terrestrial links and is then processed and presented in an easily accessible format to the users. A typical use would be for a pilot to ask what the flight information will be from point A to point B. The system must then gather all the information applicable to the route and draw the pilot's attention to operational as well as meteorological problem areas.

5 Representing multiple dependencies

The dependency list for the MetAIS system consisted of about 70 different dependencies of importance. To represent all the different dependencies explicitly in one diagram, and still keep it readable, was impossible. We used the rule: \(< n \) at the bottom of a singleton field means that more singleton fields can be found at number \( n \) in the dependency list to simplify the diagram. Although this helped, the readability of the diagram remained affected by the crossings of lines from one side of the diagram to another. Figure 7 illustrates the manner in which lines may be forced to cross one another.

An end-line bubble (ELB) and begin-line-bubble (BLB) were created to eliminate the crossing of lines. Suppose the following is the \( k \)th dependency in some dependency list related to Figure 7:

k. For Case A every value of field C will uniquely determine field D.

Our problem is that field C is positioned at the bottom lefthand corner and field D at the top right-hand corner of the diagram. Linking the two requires crossing various other lines. By making use of an end-line bubble (Figure 8) from C to link it to its begin-line bubble counterpart (Figure 9), we simplify the diagram (Figure 10). The number written in each ELB and BLB is just the relevant dependency list number.

6 Double-bubble representation

Double-bubbles are used to represent conflicting dependencies (Figure 5). The following is an extract from the MetAIS dependency list.

29. Each NSWC has a YYGGgg with more than one YYYGGgg. For each YYGGgg more than one CCCC and BBB exist and the combination of the four has one ValidTo and one set of Data.
30. Each SWC has a YYGGgg with more than one YYYGGgg. For each YYGGgg more than one CCCC and BBB exist and the combination of the four has one ValidTo and one set of Data.
36. A low level forecast has a combination of YYGGgg, CCCC, BBB, YYGGgg that is unique and identifies a single ValidTo and Data field.
44. For each VC a YYGGgg with more than one YYGGgg is stored. For each YYGGgg more than one CCCC and BBB exist and the combination of the four has one Flight_Level, ValidTo and one set of Data.

The diagram for the four dependencies in the dependency list is given by Figure 11.

The fields YYGGgg, CCCC, BBB, ValidTo and Data are repeated for four different conflicting dependencies: a repetitive dependency of degree 4. In general the double-bubble representation of repetitive dependencies of degree greater than 2 impedes the comprehension of the diagram. We propose the insertion of in-link bubbles as an alternative way to represent repetitive dependencies.

Consider the example in figure 12 with the following dependency list:

1. For Case 1 S# can have more than one D# and for D#,S# there exists only one O#.
2. For Case 2 S# can have more than one D# and for D#,S# there exists only one O#.
3. For Case 3 S# can have more than one D# and for D#,S# there exists only one O#.
4. For Case 4 S# can have more than one D#.

An in-link bubble (ILB) is created between two fields to show the degree of the link. The value 3 in the in-link bubble between D# and O# means that, irrespective of any links to D# or O# and irrespective of any links that exist from D# and O#, this specific link must be used in exactly...
three iterations of the normalizing algorithm. Each iteration reduces the values inside the in-link bubbles by one. After the first iteration on the example in figure 12, we are left with the diagram in figure 13 and the relation CASE1 (S#, D#, O#) is derived.

After the second and third iteration, the following relations are derived: CASE2 (S#, D#, O#) and CASE3 (S#, D#, O#). We are left with the diagram in figure 14.

Note that the link between D# and O# is marked off as worked (✓). A link is marked ‘worked’ when it was used in an iteration and no longer needs to be taken into account in the normalization process. Only the repetitive dependency between S# and D# (of degree 1) is of any further importance and the relation CASE4(S#, O#) is derived according to the rules.

To make provision for in-link bubbles a small modification must be made to the algorithm deriving the normalized tables.

1. Consider all the singleton chains. All the fields within all singleton bubbles linked to the same determinant bubble are the non-key attributes of the table. The field within that determinant bubble plus fields within all uplink-determinant bubbles form the table’s primary key. If an in-link bubble exists between any two fields, reduce the degree by one in the in-link bubble. In case of a degree of 0, mark the line as worked (✓).

2. For an end-multiple chain, work upwards from the end-multiple bubble: the fields within the end-multiple bubble, the determinant bubble and all fields in the uplink-determinant bubbles form the primary key. If an in-link bubble exists between any two fields, reduce the number by one in the in-link bubble. In case of a degree 0, mark the line as worked (✓).

It should be borne in mind that any link to a singleton or end multiple without an in-link bubble is taken to be of degree 1, i.e. is used in just one iteration. The simplified diagram for the MetaIS system can be seen in figure 15.

The relations derived for the system are the following:

\[
\text{NSWC(TTAii, YYYGGg, CCCC, BBB, ValidTo, Data)}
\]
\[
\text{SWC(TTAii, YYYGGg, CCCC, BBB, ValidTo, Data)}
\]
\[
\text{LLF(TTAii, YYYGGg, CCCC, BBB, ValidTo, Data)}
\]
\[
\text{WC(TTAii, YYYGGg, CCCC, BBB, ValidTo, Data, Flight, Level)}
\]

7 Conclusion

Many systems are designed over a long period, and new programmers may be added to the team at a late phase of the development. It can be difficult for these programmers to understand the data processes and how the data interlink. The use of diagrams for the system designer may sometimes entail tedious effort, but as a documentation tool for the user and programmers added to teams the advantages are worth the effort, provided only that the diagrams remain readable. By employing end-line and begin-line bubbles the crossing of lines can be eliminated, and by inserting in-line bubbles the representation of repetitive dependencies can be simplified, thus improving the readability of the diagrams involved in large-scale applications.
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Figure 2. Multi-valued dependency
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Figure 4. An interdependent MVD

Figure 5. Conflicting dependencies

Figure 6. Dependency diagram depicting a student system

Figure 7. Lines crossing to represent different relationships

Figure 8. End-line bubble

Figure 9. Begin-line Bubble

Figure 10. ELB and BLB dependencies

Figure 11. Double-bubbles arising from the MetAIS system
Figure 12. Conflicting dependencies

Figure 13. Diagram after 1 iteration

Figure 14. Example after third iteration

Figure 15. MetAIS system simplified using ILBs
Notes for Contributors

The prime purpose of the journal is to publish original research papers in the fields of Computer Science and Information Systems, as well as shorter technical research notes. However, non-refereed review and exploratory articles of interest to the journal’s readers will be considered for publication under sections marked as Communications or Viewpoints. While English is the preferred language of the journal, papers in Afrikaans will also be accepted. Typed manuscripts for review should be submitted in triplicate to the editor.

Form of Manuscript

Manuscripts for review should be prepared according to the following guidelines.

- Use wide margins and 1\frac{1}{2} or double spacing.
- The first page should include:
  - title (as brief as possible);
  - author’s initials and surname;
  - author’s affiliation and address;
  - an abstract of less than 200 words;
  - an appropriate keyword list;
  - a list of relevant Computing Review Categories.
- Tables and figures should be numbered and titled.
- References should be listed at the end of the text in alphabetic order of the (first) author’s surname, and should be cited in the text in square brackets [1-3]. References should take the form shown at the end of these notes.

Manuscripts accepted for publication should comply with the above guidelines (except for the spacing requirements), and may be provided in one of the following formats (listed in order of preference):

1. As (a) \LaTeX file(s), either on a diskette, or via email/ftp - a \LaTeX style file is available from the production editor;
2. As an ASCII file accompanied by a hard-copy showing formatting intentions:
   - Tables and figures should be original line drawings/printouts, (not photocopies) on separate sheets of paper, clearly numbered on the back and ready for cutting and pasting. Figure titles should appear in the text where the figures are to be placed.
   - Mathematical and other symbols may be either handwritten or typed. Greek letters and unusual symbols should be identified in the margin, if they are not clear in the text.
   - Contact the production editor for markup instructions.
3. In exceptional cases camera-ready format may be accepted - a detailed page specification is available from the production editor;
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