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Editorial 

Volume six of QI heralds several changes. The most visible is the change in format The black on red cover 
has been changed to a more readable blue on white, but we have retained the style of the old cover, for the sake 
of continuity. The papers are now set in a tighter format, using double columns, which will enable more 
papers to be published for the same cost. 

For authors, the most significant change is that as from Volume 6 Number 2 (the next issue), a charge will be 
made for typesetting. The charge is quite modest - R20 per page - and will enable us to keep up the high 
standards that we have become used to with QI. It is worth recording that the alternative to this suggestion 
was that authors should present camera-ready typescript, as is done for QU<£stiones Mathematicce. Given that 
document preparation and electronic typesetting is one of the areas of computer science that we can feel proud 
of, it seemed right that our journal should use the most modem techniques available. Fortunately, the two 
controlling bodies, the CSSA and SAICS, eventually agreed to our proposal and the result is the professional 
journal you have in front of you now. 

Supporters of QI may be interested in a few statistics that I compiled when I took over the editorship from 
Gerrit Wiechers in April this year. In the past two years (June 1985 to June 1988), 73 papers have been 
received. Of these 39 (53%) have appeared, 19 have been rejected or withdrawn (26%) and 15 (21 %) are either 
with authors for changes or with referees. If we look at the complete picture for Volumes 4 and 5, we find the 
following: 

Volume Issues 
5 3 
4 3 

P.c1pers 
27* 
21 

Pages 
220 
136 

Ave. pages per paper 
7.7 
6.4 

Although this issue contains one very long paper of 18 pages, the future policy of QI will be to restrict papers 
to 6 or 7 printed pages, and prospective authors are asked to bear this in mind when submitting papers. 

For the future, we arc hoping to move towards more special issues. Many of the papers being published at the 
moment were presented at the 4th SA Computer Symposium in 1987. Instead of continuing the policy of 
allowing such papers to be accepted by QI without further refereeing, we are hoping to negotiate with 
Conference organisers to produce special issues of QI. Thus the proceedings would ab initio be typeset by QI 
and all the papers would be in a single issue. Given the competitive charges of QI, there will be financial 
gains for both parties in such an arrangement. 

As this is my first editorial, it is fitting that it should close with a tribute to the previous QI team. My 
predecessor as editor was Gerrit Wiechers. Gerrit took over the editorship in 1980 and served the journal well 
over the years. With his leadership, the number and quality of the papers increased to its present healthy state. 
I must also extend a big thank you to Conrad Mueller and the University of the Witwatersrand who pioneered 
desk top publishing of QI in August 1985, using the IBM mainframe and its laser writer. Without Conrad's 
diligence and the excellent facilities provided by the Wits Computer Centre and subsequently the Computer 
Science Department, QI would easily have degenerated into a second-rate magazine. Quintin Gee, also of the 
Wits Computer Science Department, has taken over from Conrad and has raised the production quality of QI to 
new heights, as this issue testifies. 

I look forward to your help and support in the future. Long live QI! 

Judy M Bishop 
Editor 
June 1988 
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Using NLC-Grammars to Formalise the Take/Grant and 
Send/Receive Security Models 

D P de Villiers and S H von Solrns 
Department of Computer Science, Rand Afrikaans University, PO Box 524, Johannesburg, 2000 

Abstract 

In this paper the Send/Receive and Take/Grant logical security models are formalised using results from formal 
language theory. By using the graph rewriting facilities of NLC-grammars, and by extending these facilities to 
take different types of context conditions into account, the actions within the Send/Receive and Take/Grant 
models are simulated. 
Keywords: Graph grammars, Node-Label-Controlled graph grammars, Grammatical protection systems, 
Take/Grant models, Send/Receive models 
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1. Introduction 

The goal of this study is the definition of a context­
dependent logical security model. This model will 
use the current state of the protected environment to 
determine whether a new access relation between two 
entities in the environment may be established, or 
whether such an existing relationship may be altered. 
Furthermore, when new entities are introduced into 
the environment, the current protection state will 
also be used in determining the relationship between 
the new and existing entities. A motivation for this 
is to formalise the definition of the access rights of 
new users in a protected system. Instead of having to 
manually determine the access rights of each user, 
the protection system will define the access rights in 
view of the current system context. This study will 
provide the basis for a logical formulation of such a 
model. 

Firstly, current models of access control were 
studied, to find a suitable framework for development 
of the envisaged model. It was found that the T/G 
(Take/Grant) and S/R (Send/Receive) models [4,3] 
showed promise, for the following reasons 

- it is possible to ignore the subject/object 
distinction. 

- the graph-theoretic approach and related graph­
rewriting rules pointed to the possible incorporation 
of a suitable graph grammar, that would make a large 
body of proven theory available for use in the study. 

- the T/G and S/R models arc enjoying considerable 
attention. New results, that appear quite frequently, 
may lead to new ideas in this study. 

We will now give short summaries, first of the 
T/G model (from [4)), and then of the S/R model 
(from [3]). 

The object of the T/G model is to model a 
protection system. This is done by using a two­
coloured, directed graph, wherein subjects and objects 
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are represented by different coloured nodes of the 
graph, and where the capability of node a to access 
node b is indicated by an edge from a to b. The set a 
of rights that a can exercise in accessing b (such as 
read, write) is denoted by labelling the edge from a to 
b with a, as follows: 

a 
o-----o 
a b 

The set a of rights is a subset of the fixed and 
finite set of rights R = {read, write, append, execute 
(programs), take, grant}. The read, write, append and 
execute rights are called the inert rights, while the 
take and grant rights may be seen as "active" rights, 
in that they allow the modification of the protection 
graph structure. 

The T/G model also defines certain graph rewriting 
rules, two of which correspond to the take and grant 
rights. Informally, if node a has the take right to 
node b, and the grant right to node c, node a may 
take any subset of the rights of node b for itself, and 
give (grant) any subset of its own rights to node c. 

There are two more rewriting rules in this 
formulation of the T/G model, namely the create and 
remove rules. The create rule adds a new node to the 
graph, with a labelled edge from the node that 
initiated the creation operation to the newly created 
node. The remove rule alters the labelling of an edge 
of the graph (i.e. an alteration of the access rights of 
the start node of the edge) by removing a subset of 
rights from the set of rights denoted by the edge 
label. 

The T/G operations will later be more formally 
defined. 

Like the Take/Grant (T/G) model, the purpose of 
the Send/Receive model is the modelling of the 
transfer of access rights between subjects in a 
protected system. 



In the S/R model for protection, several 
shortcomings of the Take/Grant model are addressed, 
including selectivity, locality/modularity, and 
unidirectionality of flow of rights (see [3] for more 
detail). 

We shall now give a brief definition of the S/R 
model, from [3]. In this model, a protected system 
consists of typed objects. With each object x we 
associate a set of (attribute, value) tuples, describing 
the attributes of the object, as well as a (possibly 
empty) set of (object, access right set) tuples, called 
tickets, which denotes the fact that x can access the 
given object with any of the rights in the set access 
right set. The access right set is a subset of a fixed 
and finite set of rights R = {read, write, append, 
execute (programs), send, receive}. Finally, an object 
also possesses a (potentially empty) set of rule 
rights, called activators/rules. An activator takes the 
following (simplified) form: 
CAN A(ai, ... , aJ IF Q(ai, ... , aJ. 
This means that the holder of the activator may 
perform action A on the arguments (logical 
entities/objects) a 1, ... , a k, provided that the 
predicate Q is satisfied. 

In the rest of this paper, we shall refer to acti valors 
as rules. 

Three basic rules are defined in the S/R model. 
The first rule, called the CAN-SEND rule, 

facilitates the control of movement of rights out of 
an object's domain, enabling the holder thereof to 
send rights to another object. The rule takes the 
following form: 

CAN SEND p:P TO s:S IF Q(p, s). 
p and s are free variables and are only present if they 
are used within the predicate Q. P and S arc tuples, 
called templates, of the form (T, R), where (for P) T 
represents the type of the object p, and R represents 
the set of rights of p that may be sent to the object 
s. These templates (called patterns in [3]) are matched 
by a ticket (object, access right set) when the object 
is of type T and the access right set is contained in 
the set R. S will always have the form (T, send). 
This type of rule may be activated only if its holder 
possesses tickets that match P and S, and Q(p, s) is 
satisfied. 

The second rule enforces control over the 
movement of rights into an object's domain, 
enabling its holder to receive rights from another 
object. The rule takes the following form: 

CAN RECEIVE p:(T, R) FROM s:{T, receive) IF 
Q(p, s). 
This rule may be activated only if its holder 
possesses the receive right to the object s from 
which it wants to receive a ticket of the form (T, R), 
and if the predicate Q is satisfied. 

Finally, there is a CREA TE operation for the 
creation of new objects. It is assumed that if an 
object x wants to create a new object y, x receives 
the tickets (y, send), (y, receive), and y receives the 
tickets (x, send), (x, receive), so that full 
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bidirectional transfer of rights is possible. The form 
of the CAN-CREATE rule is not defined in [3]-, and 
for the purposes of this article we define it as 
follows: 

CAN CREATE p:(T, 1{} WHEN (T, create) IF Q(p, 
s). 
This means that the holder of the rule can create an 
object p of type T subject to the condition that the 
predicate Q is satisfied. The set 1{_ is a subset of the 
set of rights possessed by the holder of the CAN­
CREA TE rule. 

Finally, in order for a ticket (t, r) to be transferred 
from an object x to an object y, the following must 
be true: 
- x must possess the tickets (t, r) and (y, send), as 
well as an appropriate CAN-SEND rule, that is 
satisfied by these tickets. 
- y must possess the ticket (x, receive), as well as an 
appropriate CAN-RECEIVE rule, that is satisfied by 
the tickets (x, receive) and (t, r). 

As was said earlier, the incorporation of a formal 
graph grammar is indicated by the graph-theoretic 
approach and rewriting rules of the T/G model. Of 
existing graph grammars, the so-called NLC-(Node­
Label Controlled) grammars (1) seem to be the most 
applicable. An important motivation is that the 
grammars were extended by von Solms [6,7 ,8) to 
include permitting and forbidding node contexts in 
their productions. As context dependency is a 
fundamental aspect of the grammar to be used, the 
grammar was found to be very acceptable in this 
regard 

We shall now proceed with the necessary 
definitions for simulating the T/G model, and then 
discuss some of the aspects of the resulting model, 
which we will call the CSM (Context-dependent 
Security Model). This model is fully described in 
[10). 

2. Extending NLC-grammars to Fonnalise 
the T/G Model 

For the definition of a node-labelled undirected graph, 
an NLC grammar and related concepts, see [I]. 

Definition 2.1 (from [1]) 
A NLC-grammar with node context is a system 

G = (I., .1, P, C, Z) where 
I. is a nonempty finite set of labels, called the total 

alphabet 
fl is a nonempty finite subset of I., called the 

terminal alphabet 
P is a finite set of productions, of the fonn (d, D, 

(I.1 ; I.i)) with 
d E I. 
D a graph over l: 
I.i,I.i ~ I. 
I.1 n I.i = 0, where 



l:1 is called the permitting- and l: 2 the 
forbidding (node) context 

C is a subset of :E x :E, called the connection 
relation 

Z is a graph over l:, called the axiom. 

Definition 2.2 
Let R be a finite, nonempty set of symbols, called 
the set of rights. Let H be a graph over :E, and let e = 

0 0 

11 /2 be a subgraph of H, consisting 
of any two connected nodes of H and the edge 
between them. We associate with the edge of e an a. 
i;;;;; R, called the edge classification. We denote this by 
a tuple ((1, 12 , a), called an edge context. The edge 
context is denoted graphically by adding the labels 
/ 1,a. to the edge, as follows: 

11,a 
0>------<0 

11 12 

The edge context (/2 , / 1, P) is written 
12,P 

O>------<O 

12 11 

We say that 11 owns the set a of rights with respect 
to /2• The "owner" of the rights is therefore indicated 
by being the first element of the tuple. 

The set AH of all possible edge contexts of a graph 
H is defined as 

o-----o 
AH= { (/;, /j, a) I /; /i is an edge of H, i 

;t j, a. ~RJ, 
where R is the set of rights associated with the 
grammar that generated H. 

For a grammar G, Aa is defined as 
Aa = ((/;, /j, Cl) I/;, /j, E !:., l; ;t lj, Cl CR}, 

where R is the set of rights associated with G. 

Definition 2.3 
A NLC-grammar with node- and edge context is a 
system 

G = (:E, !1, P, C, Z, R) where 
I: is a nonempty finite set of labels, called the total 

alphabet 
L1 is a nonempty finite subset of I:, called the 

terminal alphabet 
P is a finite set of productions, of the form 
(d, D, (!.1 ; l:i) , (A1; A2)) with 

de I: 
D a graph over I:, where with every edge of D 
we associate an edge classification a E R, 
applicable to one of the nodes of the edge. 
!:.1,~ CI: 
!:.1nki=0 
I: 1 is called the permtttmg and :E 2 the 
forbidding node context 

Qua:stiones Informatica: 6 1 1988 56 

A1.A2 !;;: Aa. A1 and A2 is called the permitting 
and forbidding edge contexts, respectively. 
Also,A1 nA2 = 0 

C is a subset of !:. x !:. , called the connection 
relation 

Z is a graph over !:., called the axiom 
R is a finite, nonempty set of symbols, called the 

set of rights. 
The meaning of the permitting and forbidding 

node/edge contexts in definition 2.3 is as follows: A 
production may be applied if 

- all of the nodes specified in the permitting node 
context !.1 appear somewhere in the current graph 

- none of the nodes specified in the forbidding node 
context ki appears anywhere in the current graph 

- for every edge context (11, /2, a) that appears in 
the set A1 of permitting edge contexts, there exists an 
edge somewhere in the current graph between two 
nodes labelled /1 and 12, having an edge classification 
ex. 

- for every edge context (/1, /2 , P) that appears in the 
set A2 of forbidding edge contexts, there does not 
exist an edge anywhere in the current graph between 
two nodes labelled /3 and /4 , having an edge 
classification p. 

Three types of productions can be identified: 
1. Normal productions 
2. Edge generation productions 
3. Edge removal productions. 

A direct derivation step is performed by applying a 
normal production. Let H be a graph over I:, with v 
E VH, and 'l'H(v) = /. Choose a production (/, D, (I:1 

; ~) , (A1 ; Ai)) E PH, the contexts of which are all 
satisfied. Apply the production as follows: 
(i) Remove v and all edges incident to v from H, 
resulting in the graph H\v. 
(ii) Replace v with an isomorphic copy D of D. 
(iii) Establish edges between H\v and D in the 
following manner: 

Let x E Vo, y E VH\v, with '¥ 0 (x) = /1 and 
'l'u(y) = [z. 
Create an edge between x and y iff there was 
an edge between y and v in Hand (/1, /2) E C. 

In order to prevent unauthorised access from talcing 
place, connection of nodes in H\v to nodes in D may 
be forced to be done explicitly. In such a situation, 
step (iii) in the application of a normal production, 
as defined above, would be replaced by 
(iii) Establish edges between H\v and v in the 
following manner: 

Let XE VH\v• 
Create an edge between x and v iff there was 
an edge between x and v in H. 

The set of connection relations, C, would therefore 
not be used at this stage in the determination of 
connections between nodes in H\v and nodes in D. 
After (the modified) step (iii) has been executed, any 



node in H\v wishing to gain access to a node in D 
would explicitly initiate an edge creation production 
to create an edge to the node in D. In this way all 
access to new nodes can be simply but rigorously 
controlled. 

The different types of productions will now be 
discussed in greater detail. 

1. A normal production 
is of the form 

(/, D, (~ ; ~ , (A1 ; A-i)) _ 
where D is an arbitrary graph over the set I:. Let D 
be the isomorphic copy of D that is to replace v; 
then V O n V ffiv = 0. This type of production is 
denoted by P n· 

This type of production is used where at least one 
new node is to be introduced into the graph (created). 
The graph D may consist of one or more nodes, and 
may contain isolated (unconnected) nodes. A normal 
production cannot establish edges between existing 
nodes in the graph; the edge generation production is 
to be used in such a case. 

2. An edge generation production 
is of the form 

li,a 
o-----o 

(Ii, 11 12, (I:1 ; ~ , (A1 ; A-i)) 

Of------0 

with /1 12 E A2, rt p E R, 12 E I:1, and 
is denoted by P 8• 

It is assumed that identical labels in the above 
production refer to the same nodes. 

The function of this type of production is the 
generation of an edge between two existing nodes 
labelled / 1 and /2 • This does not exclude the 
possibility that an edge between the nodes /1 and /2 

already exists, although we shall see later that it is 
possible to establish a precondition that no edge may 
exist between two nodes at the time that a new edge 
is added between the two nodes. 

The creation of the edge is initiated by the node 
labelled /1 in order to gain access to the node labelled 
/2• The owner of the edge (/1) gives the take, grant, as 
well as all other "inert" (read, write, append, execute) 
rights to the edge classification. 

The edge generation production can be graphically 
illustrated as follows: 

/1,Cl 

0 0 0 0 

/1 /2 ~ /1 12 
where the nodes labelled /1 and /2 are existing nodes 
in an arbitrary graph. 

3. An edge removal production 
is of the form 
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li,0 
0------0 

(/1, 11 12, (I:1 ; I:z) , (A1 ; Az)) 
with (11.lz,P) e Ai,~ e R, and is denoted by Pr 

It is assumed that identical labels in the above 
production refer to the same nodes. 

The function of the edge removal production is to 
remove an existing edge from the graph, in order to 
indicate that no relation between the two nodes exists 
anymore. 

The edge removal production can be graphically 
illustrated as follows: 

11,P 11,0 
0 0 o------0 

/1 /2 ~ /i /2 
where the nodes labelled /1 and /2 are existing and 
connected nodes in an arbitrary graph. 

A fourth production type may also be introduced. 

4. Edge classiracation update production 
This type of production is of the form 

li,P 
0 0 

(Ii, 11 /2, (I:1 ; I:z), (A1 ; A2)) with 
(l1h,Y) e Ai, and is denoted by Pu. 

It is assumed that identical labels in the above 
production refer to the same nodes. 

The function of this type of production is to reflect 
a change in the relationship between two nodes by 
altering the edge classification, while leaving the 
nodes and the edge between them intact. When the 
edge classification becomes empty, it is indicated 
that no relationship between the two nodes currently 
exists, although the edge between the nodes is still 
shown. 

The edge classification update production can be 
graphically illustrated as follows: 

li,y li,P 
0 0 0 0 

'1 ~ ~ '1 ~ 
where the nodes labelled 11 and /2 are existing 
(connected) nodes in an arbitrary graph. 

Another way to handle the removal of edges is to 
use the edge classification update production to. 
modify the classification of an edge to be the empty 
set. In this case, an empty edge classification will 
denote the situation in which no relation is defined 
between two nodes, although an edge is shown 
between them. 

Although it may seem that the edge removal 
production, in contrast to the edge classification 
update production, would make it possible to 
distinguish between an isolated node and a node that 
is connected but with no defined access relations, 
there is no practical difference between these two 
situations. 

Another remark that is relevant to productions, is 
that in the NLC-grammars, the sets V ffiv and V 0 



must be disjoint, i.e. the only node of the graph (to 
which the production will be applied) that may 
appear in the right-hand side of the production is the 
node that appears on the left-hand side of the 
production, i.e. the node to be replaced. This 
condition is removed from the CSM, so that the 
necessary T/G operations may be naturally modelled. 
It is possible, however, to replace any production 
that does not obey this rule with a set of productions 
that do. For more detail, see [8]. 

Lastly, the following note can be made about the 
labels of nodes. It is assumed that every label denotes 
a class of node, e.g. the class of all students. In order 
to be able to refer in a production to a specific node, 
a production must first be executed that assigns a 
unique label to the node. Identification of the node 
that should receive the unique label can be done by 
using the node and edge contexts. When the 
operations necessitating the unique identification of 
the node have been carried out, the original label of 
the node may be restored. 

3. Modelling of the T/G operations in the 
modified NLC-grammar 

The basic T/G operations will now be formalised in 
the modified NLC-grammar. 

There are four basic operations in the T/G model, 
namely the Take, Grant, Create, and Remove 
operations. They are defined as follows: [3) 

Let H be graph, with x, y, and z E V8 , \J'H(x) = Ii, 
\J'H(Y) = /2, and \J'H(z) = /3. 
LetR= {t,g,c,d,r,w,a,e} with 
t = "take" right 
g = "grant" right 
c;;;; "create" right 
d = "remove" ("delete") right 
r = "recd' right 
w = "write" right 
a = "append' right 
e ;;;; "execute" right 

1. Take 
Let there be an edge between x and y with edge 
classification a. with t E a, as well as an edge 
between y and z with an edge classification f3 with y 
k f3. An application of the Take rule establishes a 
new edge between x and z with classification y. The 
rule can be read as "x takes (y to z) from y". The 
graphical representation of this rule is as follows: 

___ fi..;t __ _ 

11,a 12,P 11,a. 12,P I 
o~---{o}---------<o Of------tO>----o 

11 12 /3=>/1 /2 

This operation is modelled in the CSM by means 
of the following production: 
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o~----o 
PgEPH=(/1,l1 /3,(;), 

li,a. l2,f3 li,o 
0 0 0 0 0 0 

U1 l2 l2 /3) ; U1 /3)) 
V o k R, t E a, using the graphical representation of 
a production, and 
Pg = (/i, (/i, l3, y), ( ; ), U1, l2, a.), (l2, /3, P) ; U1, /3, 
o)) Vo c;;:R, t E a 
using the "edge context" representation of a 
production. The graphical representation will be used 
in the rest of this paper, because it is more legible. 

2. Grant 
Let there be an edge between x and y with edge 
classification a, with g E a., as well as an edge 
between x and z with edge classifcation p, with that y 
k f3. The Grant rule defines a new edge between y 
and z with classification y. This operation can be read 
as "x grants (y to z) to y". The graphical 
representation is as follows: 
___ l1_.6 __ ---~1..6 __ _ 

I l2,Y I 
0>------<01----0 0>-------tOi-------sO 

l 1 12 l3 => l 1 12 /3 

The following CSM production models this 
operation: 

12,Y 
0 0 

Pg E PH = (/2, /2 /3, ( ; ), 
11,a. l1,f3 /2,8 

0 0 0 0 0 0 

U1 12, Li /3) ; (/2 /3)) 
V 8 k R, g E a., y k p. 

3.Create 
Let there be a node x E V H in the current graph. The 
Create rule adds a new node n, with \J'H(n) = /4, to the 
graph, and creates a new edge with classification A 
between x and n. This can be read as "x creates (A to 
n )". The graphical representation of this rule is as 
follows: 

0 0>------0 

11 => 11 /4 

The following CSM production models this 
operation: 

o-----o 
Pn E PH= {/1, /1 /4, {; /4), {; )) 

4. Remove 
Let there be an edge between x and n with an edge 
classification a., with p k a.. The Remove operation 
removes the set f3 of rights from a. This rule may be 
read as "x removes (f3 ton)". This operation can be 



handled by the CSM edge classification update 
production. The graphical representation is as 
follows: 

li,a. li.a.-P 
0 0 0 0 

11 l4 => 11 /4 

The following CSM production models this 
operation: 

11,a.-P 11,a. 
0 0 0 0 

Pu E PH== (Ii, /1 l4, (;), (11 /4 ;)) 

A similar operation can be used for the addition of 
rights to an existing edge classification. 

The basic T/G operations have now been defined. 
Note that the node- and edge contexts in the above 
operations may contain additional nodes and/or edge 
contexts in real situations, in order to model other 
constraints dictated by such a situation. 

We now proceed to extend the CSM to model the 
S/R situation. This model is fully described in [11]. 

4. Extending NLC-grammars to Formalise 
the SIR Model 

Definition 4.1 
Let R be a finite, nonempty set of symbols, called 
the set of rights. Let H be a graph over l:, and let 

0 0 

e == 11 12 

be a subgraph of H, consisting of any two connected 
nodes of Hand the edge between them. We associate 
with the edge of e an a, a Panda X ~ R. a, P and x 
together constitute the classification of the edge. 

We denote this by a tuple (/1, 12, a, p, X), called an 
edge context. The edge context is denoted graphically 
by adding the labels /1,a,P,X to the edge, as follows: 

li,a.,P,x 
0-------0 

11 '2· 
We say that 11 owns the set a. of rights with respect 

to 12 and the set P serves the function of qualifying 
the rights in a.. That is, if there are any rights within 
a. that operate on other rights, then the rights that are 
operated upon is given in p and X respectively, as 
will be shown later. The "owner" of the rights is 
indicated by being the first element of the tuple. 

The set AH of all possible edge contexts of a graph 
H, and the set A0 of all possible edge contexts of all 
graphs generated by a grammar G, is defined in the 
sane manner as in the CSM. 

Before we define the grammar that will be used to 
formalise the S/R model (we shall call it the ECSM 
- Extended Context-dependent Security Model), a few 
other preliminary definitions are necessary. We 
associate with each label l in the protection graph a 
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set of attributes, denoted by l {Ai, ... , Ai}. The value 
of the attribute A; is denoted by a;. The set of all 
possible values of an attribute a; is denoted by 'IX.A;). 
We define the attribute set JI as the set of all 
possible attributes in the system. The power set of 
JI denoted by 1':;l). 

Dermition 4.2 
An attributed label l is a label that has associated 
with it a set of attributes, denoted by 
/{Ai, ... , Ai}, 
such that A1, ... , Ai e JI, le l:, where JI is a set of 
attributes, and l: is a nonempty, finite set of node 
labels. 

Dermition 4.3 
A NLC-grammar with node- and edge context is a 
system 

G == (l:, A, P, C, Z, R, ;if) where 
l: is nonempty finite set of attributed labels, called 
the total alphabet 
A is a nonempty finite subset of l:, called the 
terminal alphabet 
P is a finite set of productions, of the form 

(d, D, (l:1 ; l:i) , (A1 ; Ai)) 
d E L 
D a graph over l:, where with every edge D we 
associate an edge classification a, p, x with a, 
P, X ~ R, applicable to one of the nodes of 
the edge; 
l:1.l:i ~ :E 
l:1 n l:i == 0 
l: 1 is called the permitting and l: 2 the 
forbidding node context 
A 1,A 2 ~ Ao. A 1 and A 2 are called the 
permitting and forbidding edge contexts, 
respectively. Also, A1 n A2 == 0. 

C is a subset of l: x 1:: called the connection relation 
Z is a graph over l:, called the axiom 
R is a finite, nonempty set of symbols, called the set 
of rights 
JI is a finite, nonempty set of attributes. 

Definition 4.4 
Let x,y e VH, where H is a graph over :E, with 'l'H(x) 
= l1 and 'f'u(Y) = /2• We say that x matches y if 

i) /1 == 12 
ii) The value a; of every attribute A; of /1 is 
the same as the value of the corresponding 
attribute of 12• 

The meaning of the permitting and forbidding 
node/edge contexts in definition 4.4 is as follows. A 
production may be applied if 

- all of the nodes specified in the permitting node 
context I:1 are matched by nodes in the current graph 

- none of the nodes specified in the forbidding node 
context l:2 is matched by any of the nodes in the 
current !,'T'aph 



- for every edge context (Ii, 12, a, /3, x) that appears 
in the set A1 of permitting edge contexts, there exists 
an edge somewhere in the current graph between two 
nodes labelled /1 and /2 having an edge classification 

a, /3. X· 
- for every edge context (/3, /4, e, cj>, y) that appears 

in the set A2 of forbidding edge contexts, there does 
not exist an edge anywhere in the current graph 
between two nodes labelled /3 and /4, having an edge 
classification e, cj>, y. 

As in the CSM, four types of productions can be 
identified: 
1. Normal prcxluctions 
2. Edge generation productions 
3. Edge removal prcxluctions 
4. Edge classification update productions. 

A direct derivation step is performed by following 
the same steps as in the CSM. 

The different types of productions will now be 
discussed in greater detail. 

1. A normal production 
is of the form 

(/, D, (l:1 ; l:z) , (A1 ; A2)) 
where D is an arbitrary graph over the set l:. Let D 
be the isomorphic copy of D that is to replace v, 
with V O n V H\v = 0. This type of production is 
denoted by P n· 

This type of production is used where at least one 
new node is to be introduced into the graph (created). 
The graph D may consist of one or more nodes, and 
may contain isolated (unconnected) nodes. A normal 
production cannot establish edges between existing 
nodes in the graph; the edge generation production is 
to be used in such a case. 

2. An edge generation production 
is of the form 

/1,a,/3,x 
o-----o 

(/1, /1 /2, (l:1; .tz), (A1; A2)) 

with/1 /2 e A2, V e,cj>,ye R, /2 e l:1, 
and is denoted by Pg· 

It is assumed that identical labels in the above 
production refer to the sane nodes. 

The function of this type of production is the 
generation of an edge between two existing nodes 
labelled /1 and /2• The creation of the edge is initiated 
by the node labelled /1 in order to gain access to the 
node labelled /2• The owner of the edge (/1) gives the 
send and receive, as well as all other "inert" (read, 
write, append, execute) rights to the edge 
classification. 

The edge generation production can be graphically 
illustrated as follows: 
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11,a,/3.x 
0 0 0 0 

11 12 => /1 /2 
where the nodes labelled /1 and /2 are existing nodes 
in an arbitrary graph. 

3. An edge removal production 
is of the form 

/1,0,0,0 
o-------0 

U1, /1 /2, (l:1 ; l:z) , (A1 ; A2)) 
with (/1,/2,a,/3,x) e A1, a,/3,X e R, and is denoted by 
Pr 

It is assumed that identical labels in the above 
production refer to the same nodes. 

The function of the edge removal production is to 
remove an existing edge from the graph, in order to 
indicate that no relation between the two nodes exists 
anymore. 

The edge removal production can be graphically 
illustrated as follows: 

/1,a,/3,x /1,0,0,0 
0 0 o------0 
l 1 12 => /1 /2 

where the nodes labelled /1 and /2 are existing and 
connected nodes in an arbitrary graph. 

4. F.dge classification update production 
This type of production is of the form 

/1,a,/3,x 
0 0 

(/1, 11 /2, (l:1 ; l:z), (A, ; A2)) with 
(/1,/2,e,<j>,y) e A1, while at least one of the following 
statements is true: 

i) a ~e 
ii) /3 ""4> 
iii) X~Y 

This type of production is denoted by Pu· 
It is assumed that identical labels in the above 

production refer to the sane nodes. 
The function of this type of production is to reflect 

a change in the relationship between two nodes by 
altering the edge classification, while leaving the 
nodes and the edge between then intact. When all the 
sets in the edge classification becomes empty, it is 
indicated that no relationship between the two nodes 
currently exists, although the edge between the nodes 
is still shown. 

The edge classification update production can be 
graphically illustrated as follows: 

/1,e,4>,y /1,a,/3,y 
o~-----o o,----~o 

/ 1 / 2 => /1 l2 

where the node labelled /1 and /2 are existing 
(connected) nodes in an arbitrary graph. 

The observations that were noted in relation to the 
CSM productions also apply here. 



5. Modelling the SIR Operations within the 
NLC-grammars 

Let H be a graph, with x, y, and z e Vg, '¥g(x) = z,, 
'Pg(y) = 12, 'P(z) = /3. 

Before we start to model the S/R operations in the 
defined grammar, a brief explanation of the edge 
classification is in order. We said that, given an edge 
between two nodes labelled '1 and 12 with edge 
context (/1, a, p, X), the role of the sets P and Xis to 
qualify certain rights within the set a. We now 
define these sets to be used as follows: if the send 
right appears within a, the set p contains the set of 
rights that /1 may send to 12. Likewise for X and the 
receive right if receive e a, X contains the set of 
rights that /1 may receive from 12• If any other rights 
appear within a, they have their usual meaning, and 
need not be qualified. 

1.Send 
Let there be an edge between x and y with edge 
context (11, 12, a, p, x) with send e a. Let there also 
be an edge between x and z with edge context (ii, /3, 

e, q,, y) with 1l c e and Tl c p. Lastly, let there be 
another edge between y and x with edge context (12, 

Ii, t, 'I', K) with receive e t, 1l c K. 

The send operation establishes a new edge between 
y and z with edge context (l2, /3, Tl, 0, 0). (The 
reason for the empty sets in this context is that they 
correspond to qualifiers or rules in the S/R model, 
and the transportation of these rules is not possible 
in our formulation of the model). In this production, 
x sends y the set Tl of rights, which x has on z, for y 
to operate on z. The graphical representation of this 
operation is as follows: 

__ I1 ... -t-,(j),...y __ _ 

I li,a,P,x 

[::l12 
--~1~--

111,a,p,X 12,11,0,0 I 

We mcxlel this operation by means of the following 
production: 

l2,1l,0,0 
o-----o 

Pg e Pg= ([2, 12 /3, ( ; ), 

11,a,P,x li,e,q,;y /2,t,'1', K 

o-----o o-----o o-----o 
W1 12, 11 /3, Z2 Z1 J ;)) 

with 1l c E, 11 c p, Tl c K, send e a, receive e t. 

2. Receive 
Let there be and edge between x and y with edge 
context (/1, /2, a, p, x) with that receive e a. Let 
there also be an edge between y and z with edge 
context ([2 , /3 , £, q,, y), with Tl c E, and 11 c X· 
Lastly, let there be another edge between x and y 
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with edge context (12, li, t, 'I', 1e) with send e t, 11 c 
'1'· 

The receive operation establishes a new edge 
between x and z with edge context (11, 13, Tl, 0, 0). 
(The reason for the empty sets in this context is the 
same as given above). In this production, x receives 

from y the set 11 of rights with which to operate on 
z. The graphical representation of this operation is as 
follows: 

__ lJ~-
Z1,a,P,x 1 11,a,P,X 12,e,q,;y I 

1 ~~.l,'l',lC 

We model this operation by means of the following 
production: 

o-----o 
Pg E Pg= (/1, 11 /3, ( ; ), 

li,a,P,x /2,E,q>,y /2,l,'1',K 
0----00----00----0 

W1 l2, l2 l3, 12 11 l ;)) 
with 11 c E, 11 c X, Tl c 'I', send e t, receive e a. 

3. Create 
Let x be a node in a graph H. The Create operation 
adds a new node n to the graph, with 'Pg(n) = /4, as 
well as one edge between x and n with edge context 
(/1, /4, a, P, X) with a= R, P = X = R - {send, 
receive}, and a second edge between n and x with 
edge context (14, li, e, q,, y) such that e = a, q, = p, y = 
x (this is done to make full bidirectional transfer of 
rights possible). This operation is denoted 
graphically a follows: 

J.i,e,(j).y 
I 14,a,p,X 

This operation is implemented by the following 
prcxluction: 

Pn E P11 = (/1, /1 

with /4 E l:i, 

6. Conclusion 

~.E,(j),Y 

I !4,Cl,~,X I 
0>------0 

[4, ( ; ) ' ( ; )) 

There are still some issues to be investigated, and the 
most important of these would be the development 
of a grammar suitable for the mcxlclling of protection 
heuristics, and for the definition of a security model 
that incorp:irates the use of expert systems theory. 
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