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Editorial Notes

For two reasons, this edition of SACJ is far later than it ought to have been. The first reason is that there have been some personnel changes in the editorial team. Lucas Introna, having continued for some time as IS editor after transferring to London, asked to be relieved of his duties. Niek du Plooy has kindly agreed to fulfill this role in a temporary capacity until a suitable replacement for Lucas can be found. Due to work pressure, Riel Smit has also withdrawn as production editor, and has been replaced by John Botha. SACJ owes the two retired members a huge debt of gratitude. During his period of tenure, Lucas did sterling work in setting and maintaining a solid standard for IS contributions. Riel put SACJ on a LaTEx path, and has laboured diligently to produce an aesthetically pleasing product. Thanks are also due to Niek and John for their willingness to take over in their respective roles. Until further notice, IS contributors may forward their submissions directly to Niek at his address given on the front inside cover. I shall put successful authors in touch with John for further instructions regarding final preparation of their manuscripts.

The second reason for a delay in this edition has to do with authors who have not scrupulously followed guidelines for producing their final submissions. There have been a variety of problems ranging from missing citations and inappropriate production of figures to incompatible electronic file submissions. All of this, coupled with our new production editor (who—despite an extremely busy schedule—has valiantly climbed a steep LaTEx learning curve) has resulted in an edition that should have been out to press several weeks earlier.

The editorial team will be giving attention to the general matter of format and submission procedures in future. SACJ’s citation and reference methods are somewhat archaic and will probably be revised. All the necessary information will be provided on the new SACJ web site at www.cs.up.ac.za/sacj/. The site will also contain abstracts of articles in this and future editions.

These are times of conflicting stresses on both the academic and industrial IT communities. They are being felt somewhat more acutely in Southern Africa (and presumably in other developing countries) than in the developed world. Internationally there is a tendency to cut back on state financing of universities and a seemingly insatiable demand for IT graduates. Many companies snap up new graduates at attractive salaries, positively discouraging full-time postgraduate studies. International recruitment agencies scour the South African scene for qualified candidates, luring some of our most promising young professionals out of the country. Job-hopping, a drift from academia to industry and from local industry to USA or European industry seems to be the order of the day. Despite the availability of private colleges and institutes, virtual or otherwise, there is a rush of students to university and technikon IT departments, all hoping to get at the IT honey-pot. University administrations are struggling to correct the structural deficiencies of the past and to provide IT departments with sufficient resources to cope with demand. As editor of SACJ, I have no particular competence authoritatively to sum up or analyze these tendencies, but it does seem to me desirable that someone ought to do so. Bodies such as SAICSIT, the CSSA, university authorities, IT industry and state representatives ought actively to pursue joint strategies to ensure that our IT departments are properly resourced and that (non-Zuma) measures are taken to retain graduates in the country. It seems almost redundant to attempt to spell out the consequences of inactivity.
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Abstract

The research reported in this paper aims to integrate software engineering approaches with instructional factors in the requirements analysis, design and production phases of instructional software development. The integration has resulted in the evolution of a branch of software engineering called courseware engineering. The paper reports on the results of an independent study we have undertaken into the aspects of software engineering that are appropriate for the development of instructional software systems. Examples of other research efforts combining the disciplines of software engineering and instructional system development are given, where applicable.

Two software engineering methods were identified as being particularly useful and appropriate to instructional systems development: prototyping and object-oriented design. Factors that support the use and applicability of these two approaches are discussed and illustrated by a prototype development called FRAMES.
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1 Introduction

Software engineering (SE) is concerned with the development of software systems using sound engineering principles including both technical and non-technical aspects. Over and above the use of specification, design and implementation techniques, human factors and software management should also be addressed. Well-engineered software provides the services required by its users. Such software should be produced in a cost-effective way and should be appropriately functional, maintainable, reliable, efficient and provide a relevant user interface [31, 32].

Computer-aided instruction (CAI) is concerned with the way in which computers can be used to support students engaged in particular educational activities and incorporates a variety of computer-aided instruction and learning modes, for example, formal courseware such as tutorials and drills, and more open-ended software such as simulations, concept maps and microworlds. Over the last decade such systems have proliferated, evolving from simple beginnings, merely in the educational territory, to the realm of complex software systems. As such, they should be designed and developed by applying the established principles of software engineering to instructional systems development (ISD).

The general problem of ISD is therefore to develop appropriate methods for the specification, design and implementation of CAI software systems. The research reported in this paper aims to integrate software engineering approaches with instructional factors in the requirements analysis, design and production phases of instructional software development. The integration has resulted in the evolution of a branch of software engineering called courseware engineering [3, 30]. Two SE methods are identified as being particularly useful and appropriate to ISD: prototyping and object-oriented design. Factors that support the use and applicability of these two approaches are discussed. These approaches were implemented in the development of the FRAMES prototype.

2 Software Engineering Methods

One of the cornerstones of SE is the software life cycle, describing the activity stages that take place from the initial concept formation for a software system, up to its implementation and eventual phasing out and replacement. Complementing these life cycle models are a number of design and development models.

Life cycle models

A multitude of general software engineering life cycle (or process) models exist, some of which are variations of others. Two examples are the so-called 'waterfall model' and the 'spiral model'.

- Waterfall model: In the waterfall approach [9, 12, 32] the software process is viewed as being made up of a number of stages or activities such as requirements specification, software design, software implementation, testing, operation and maintenance, etc. Each activity serves as input to the next. The waterfall model requires that rigorous requirements analysis be done before design, and rigorous design before implementation. A disadvantage is thus that it suits an approach to design in which all requirements for a system have to be known before system development is begun.

Real projects, however, rarely follow the sequential flow that this model proposes. The strict sequential sequence of the waterfall and other similar models does not lend itself to projects that are characterized by un-
certainty and requirements that are ill-defined in the early stages of development. It is too rigid for use in situations of changing or incomplete requirements. This also applies to CAI systems development.

The behaviour of a CAI system is highly dependent on the domain knowledge modelled within the system. The tasks a student-user will perform, or that a teacher wishes a student to perform, are often not known until the student and/or teacher is familiar with the system on which the tasks are performed. A second drawback of this process model is that it does not promote the use of notations and techniques which support the user’s perspective of the CAI system—it is very difficult for even an expert on human cognition to predict the cognitive demands that an abstract design would require of the student-user if the notation for the design does not portray the kind of information the student must recall in order to interact with the system [16].

- **Spiral model**: An alternative to the waterfall approach is Boehm’s spiral model [7] which is essentially an iterative model. Its key characteristic is an assessment of management risk items at various stages of the project and the initiation of actions to counteract these risks. Before each cycle, a review procedure judges whether to move on to the next cycle in the spiral. A cycle of the spiral commences by elaborating objectives such as performance, functionality, and so on. Alternative ways of achieving these objectives and constraints are then enumerated, followed by an assessment of each objective. This typically results in the identification of sources of project risk. The next step is to evaluate these risks by activities such as more detailed analysis, prototyping, simulation, etc. After risk-evaluation a development model (or a combination of models) for the system is chosen.

A major deficiency of the spiral approach is that it requires an approach to system development that is both incremental and interactive—the cycles must be seen to be achieving project aims. Managing a medium-to-large sized spiral-driven project, especially when considering scheduling and product delivery aspects, is very difficult. The development time required for typical interactive ISD can get totally out of hand following such an approach.

Integrating SE aspects with androgogic activities related specifically to the design and development of instructional systems resulted in a number of specialised life cycle models specifically aimed at the development of computer-based instructional systems. Two examples are:

- **Chen and Shen’s model**: Chen and Shen [10] propose a life cycle model similar to the waterfall model but aimed specifically at the development of CAI with the joint objectives of producing high quality products and development effectiveness. Verification and revision occur after each phase, resulting in an iterative, cyclic process, as illustrated in Figure 1.

- **Tennyson’s ISD<sup>4</sup>**: Tennyson’s Fourth Generation Instructional Systems Design Model (ISD<sup>4</sup>) [33], as illustrated in Figure 2, advocates the employment of advances in cognitive science and intelligent programming techniques to automate instructional systems development. It focuses on explicit production rules or neural network methods in terms of development activities rather than on the sequencing of phases. In...
stead of a system consisting of a confederation of abstract, often ill-defined, or expert controlled procedures, ISD⁴ proposes systems of explicit rules controlled by contextual or situational problem solving evaluations. ISD⁴ consists of two main components—a situational evaluation component that assesses the situation and then offers an expert prescription, and a knowledge base that includes five domains of interactive instructional development elements. These elements are by nature overlapping in their respective activities, as illustrated in Figure 2. Thus, rather than a step-by-step instructional development process as advocated by the waterfall approach or the model of Chen and Shen, ISD⁴ prescribes the authoring activities to fit the given situation.

Development models
Detailed software process models are still the subject of research, but a number of general models or paradigms of software development can be identified as supporting these process models [16, 21, 32]. Two of these approaches have been widely used:

- **Exploratory programming** (also known as evolutionary prototyping): A working system is developed as quickly as possible and then modified until it performs in an adequate way. This approach is used to a great extent in artificial intelligence systems development where a detailed requirements specification cannot be formulated, and where adequacy rather than correctness is the aim of the systems designers. The disadvantage of this approach relates to the encapsulation of design decisions. Firstly, some of the earlier decisions may have been wrong and may never be removed from the system. Secondly, because the behaviour of an interactive system is highly dependent on the knowledge modelled within the system, earlier versions of the system will not include all of the knowledge to be included in the completed system.

- **Throw-away prototyping**: The software process starts off in a similar way to exploratory programming in that the first phase of development involves the development of a program for user experiment. The objective of the development is, however, to establish system requirements. Rapid application approaches are a case in point. Screen layouts resembling those of a complete system may quickly be developed and shown to the users for comment. The prototyping process is followed by re-design in order to implement the full software system. Suffering from the same drawbacks as exploratory programming, it has a further disadvantage in that it may concentrate only on the surface features of the design, rather than on deeper issues and the functioning of the interface, and does not, on its own, guarantee that the software produced exhibits the required interaction qualities.

To compensate for the limitations of the prototyping approaches, and to support the waterfall and spiral models in the requirements and design activity phases, a number of researchers in recent years have advocated the use of two more approaches in the design process of interactive systems: formal transformation and system assembly from reusable components.

- **Formal transformation**: A formal or abstract specification of the software system is developed and
then transformed, by means of correctness-preserving transformations, to an implemented software system. The principal value of using formal specification techniques in the software development process is that it compels an analysis of the system requirements at an early stage. Correcting errors at this stage of development is much cheaper than modifying a delivered system. A range of abstract modelling approaches for interactive systems are reported in [1, 13, 15, 18, 21, 27, 28, 32].

The formality of these models is intended to assure the exploration of the consequences of the design without constructing prototypes or other working models of the design, as well as algorithmic manipulation of the design.

This development technique is, however, still in its infancy and mainly used in high-budget safety-critical system developments, where correctness-proving is a major criterion.

- **System assembly from reusable components**: The system development process is either a total reuse process using components which already exist in assembling the new system, or it involves the reuse of available components applicable to the envisaged system while additional components are developed using any other development approach.

A trait of an engineering discipline is that it is founded upon an approach to system design which makes maximum use of existing components. Design engineers base their designs on components which are common to, and tried and tested in other systems of the same, or similar, nature. A number of reuse approaches are reported in [4, 20, 21, 34].

Development of reusable components takes much more effort and specific design than for once-off systems development. Issues still being actively researched include frameworks for reusable components [21] and other architectural issues such as cross-platform design-compliant assembly of components.

Notwithstanding the disadvantages of the various prototyping approaches, they are still the most viable software development models for the development of interactive instructional systems. There are several reasons for this, the first being the high interactivity that characterizes instructional software. It requires that the user interface and response mechanisms be experienced, expanded and refined hands-on, rather than merely from paper-based storyboards. Another reason relates to the computer literacy levels of the intended end-users, i.e. the learners, who frequently are computer novices. Unless they are at ease with the human-computer interface, the software will do little to achieve its instructional and learning ends. Prototypes can be pilot-tested by such end-users. A third factor is that the clients (instructors, teachers, trainers, etc.) requiring instructional software for their target group of learners, are often inexperienced computer users with no background in formal specification methods. The use of formal transformation techniques would therefore be totally inappropriate.

Prototyping allows for early evaluation by instructors, trainers, teachers, subject-matter experts, peers, etc. Visual perception and hands-on experience of part of an operational system often results in the instructor-client modifying the objectives and strategies.

The major purposes of conventional software are data processing and information processing, where defined activities occur in a predefined sequence. Instructional software, by contrast, comprises synthesis, presentation, practice and assistance facilities in the complex realm of human cognition, and has a high level of human-computer interactivity. Whether in a situation of program-control where the flow is branched deterministically according to user-response, or in a situation of user-control where the learner may branch or browse at will, the sequence of events and activities varies greatly. CAI prototypes can play a vital role in demonstrating proposals on-screen, thus clarifying actual requirements and identifying misconceptions and potential problems at an early stage. Not only should basic aspects such as screen layout and colours be scrutinised, but also the strategies for control and navigation through the material. Usability factors, such as learnability and consistency can be evaluated, also interface aspects such as coherence of textual and visual displays, and accessibility of facilities.

Particularly when an instructional software package is innovative, prototyping is required at the design and programming stages in order to ensure feasibility of intentions, to refine requirements, to reduce excessive written descriptions, to determine the optimal navigation and control strategies hands-on, and also to ensure that an appropriate programming approach is used for implementation [14].

Development tools or authoring environments should offer modularity, thus facilitating the removal, addition or adaptation of a segment without affecting other segments or the unit as a whole, and plasticity, the ability to make changes easily. If exorbitant time and costs are incurred in developing a prototype, the process is not cost-effective. An ISD prototype may either be evolutionary, i.e. a limited version of the final product later developed through to full functionality, or else a throwaway. In the latter case, the software used to build the prototype may not be the same as that used for the final system.

It is also interesting to note that prototype production forms a central part of Chen and Shen's life cycle model, and is also listed as one of the activities in the production phase of ISD4. Other researchers advocating the use of prototyping approaches for ISD include Black and Hinton [5, 6], Gray and Black [17], Lantz [23], Tripp and Bichelmeier [35], and Wong [36].

Furthermore, although envisaged by many, there is still no common base of reusable components of CAI software which is widely documented and which can be used when developing a CAI system with similar functionality [21].

**Design models**

Software design is in essence a problem-solving task. It is more important to design a solution that will achieve
its purpose in doing the required job effectively, than to achieve elegance and efficiency at the expense of accuracy and reliability. A designer needs to abstract the critical features of a system, so as to concentrate initially on building a logical model of the system rather than becoming over-involved with detailed design and physical implementation at an early stage.

Various methodologies and representations are available to facilitate the processes of analysis, design, and system modelling, in particular, the process-oriented, data-oriented, and object-oriented approaches:

- **Process-oriented**: The process-oriented approach centres around the events, procedures and flows that comprise a traditional procedural software system. Such applications are characterised by conventional data flow and updating of data stores. Events trigger processes, and processes call other processes, sequentially or selectively. The process-oriented approach is epitomised by concepts and tools such as top-down design, functional decomposition, transaction analysis, data-flow diagrams, structure charts and input-output transformations. It tends to discount evolutionary changes.

- **Data-oriented**: The data-oriented approaches are based on the philosophy that data is more stable and unchanging than processes. The underlying principles are enterprise analysis and relational database theory, and key concepts are entities, attributes, relationships and normalisation.

- **Object-oriented**: The latest advancement is the object-oriented approach [2, 8, 9, 11, 12, 29], which integrates aspects of, and uses formalisms from, both the other major methodologies, and uses certain concepts from object-oriented programming languages. It is based on objects, which encapsulate both data and operations (processes) on that data. An object is a real-world entity whose processes and attributes are modelled in a computerised application. In object-oriented programming languages, computation is achieved when messages are passed to the objects in the program, and a central aspect is the abstract data type (ADT), which permits operations to be performed on an object without being implementation-specific. Objects incorporating data are identified as data entities and not as specific data structures.

Conventional data-flow and process-linkage are not characteristic features of instructional and learning software and such software therefore does not lend itself to the process-oriented approach. CAI courseware and environments comprise relatively few objects and components when compared to the large, complex systems developed by the object-oriented methodology. Nevertheless, the object-oriented strategies outlined can be beneficially applied in the analysis, design and development of instructional and learning software.

Budgen [9] describes an object as an entity which possesses a state, exhibits behaviour, and has a distinct identity. Sommerville [32, p 194] proposes the following definition: "An object is an entity which has a state (whose representation is hidden) and a defined set of operations which operate on that state. The state is represented as a set of object attributes".

Analysis of classical CAI tutorials, simulations, drill-and-practice software, and state-of-the-art user-controlled interactive learning environments reveals distinct design objects, or components, which possess unique identities, certain attributes and relationships, and have operations performed on them, i.e. much CAI software explicitly, or implicitly, consists of instructional components [25]. Many CAI systems are comprised mainly of instructional presentations and exercise/question segments. The main processing activities are determination of which unit / segment / example / exercise to present or do next, and the assessment of student responses. The means of determination depends on the locus of end-user control whether program-control, learner-control, or a combination thereof. The various and varied instructional activities and learning experiences comprising learning segments, example presentations, practice exercises and assessment activities whether in textual or graphic form, whether requiring active learner participation or passive perusal, can readily be perceived as objects. The objects are separate, yet strongly interrelated and it is appropriate to implement them in an object-oriented design. Such component-based instructional systems can best be implemented by an object-oriented design [14]. The object-oriented approach thus appears to be the most appropriate software engineering development methodology for ISD.

Even in the traditional life cycle models such as the waterfall model, the distinction between the system design (broad design) and the program design (detailed design/coding) can become blurred. In the object-oriented approach, however, the boundary is even more indistinct, because both top-down analysis and bottom-up program development occur simultaneously or, at least, iteratively. The three traditional activities of analysis, design, and implementation are all present, but the joints between are seamless. The unifying factor is the prime role played by objects and their interrelationships. Modelling is prominent in object-oriented design, the basic architecture being assembled from models of the entities and the relationships between them. Reuse is a feature of object-oriented design, since the prominent class and inheritance features lend themselves to code reuse.

CAI software incorporates well-defined objects, both concrete and abstract, and particularly in situations with an initial lack of precise specifications, the procurement of instructional software can be expedited and facilitated by a development process incorporating evolutionary prototyping. This requires a life cycle model emphasizing overlap and evolution with explicit incorporation of a prototyping phase. Chen and Shen's model, ISD4, as well as other similar life cycle models, for example the Wong prototyping model [36], the Booch model[8] and the Henderson-Sellers and Edward's fountain model [19], all incorporate these requirements.
3 An Application of Software Engineering Methods to CAI

The principles outlined in section 2, in particular, prototyping and an object-oriented approach, were applied in the design and development of FRAMES, an interactive practice environment in Theoretical Computer Science. A complete description of the development of FRAMES and examples of its components are given in [14]. The target group is 1st-level BSc students and the context is relations, a topic in discrete mathematics. A prototype implementation was developed according to an evolutionary prototyping life cycle and in line with the object-oriented methodology.

The requirements analysis phase in instructional systems development is broad, incorporating decisions regarding the general characteristics, both instructional- and computing-oriented, of the required software. The goal in developing FRAMES was to produce a practice-environment, a kind of androgogic activity box, providing a variety of useful instructional and learning activities, and to develop it using a software engineering approach. The problem domain, namely relations, was modelled with an entity-relationship-attribute diagram to identify its entities and the relationships between them. The instructional design approach selected for FRAMES is based on a cognitive theory, Merrill's Component Display Theory (CDT), whereby all instructional and learning activities (termed instructional transactions or components) [24, 26] are categorized on a 2-dimensional grid according to the content taught and the type of performance expected from learners. Thus FRAMES consists of components which are well-modelled by objects according to the object-oriented approach. These components comprise both presentation of tutorial matter and practice opportunities.

Correct application of CDT results in instructional products which learners can actively control to meet their own needs, according to learning style or stage of study. This active role of the learner was the prime factor in determining the design and screen layout of FRAMES. The idea was not to produce a formal tutorial, but to develop a structure comprising a variety of components available as exercises for the learner, where each instructional component may be perceived as an object. Each learner makes his/her own selection of content, strategy, quantity and sequence, thus constructing screens comprising his/her own chosen set of components. This design lends itself to implementation via an object-oriented development methodology, in which each instructional transaction / component comprises an object. The objects are closely interrelated, since:

- the more complex, integrated problems are comprised of simpler objects;
- certain objects have the same format, because they incorporate the same kind of analysis operation applied to different examples from the domain;
- other objects apply different kinds of analysis operations, but to the same example data;
- certain objects cover exactly the same material but in different instructional modes, thus facilitating reinforcement.

Although the high degree of user control permits each learner to create his/her own diverse combination of activities, the control structure and nature of activities lend themselves to reusability of structures and formats. FRAMES has a high reuse factor of its components.

Most transactions are interactive objects, requiring response on the part of the learner; in these cases meaningful feedback is given in the form of judgement and assessment. Some of these are open-ended, in that they require the learner to synthesise examples. The environment also contains useful auxiliary objects such as definitions, graphic aids, help overlays and control icons.

An initial throwaway prototype was used to test the feasibility and visual aspects of certain innovative techniques. The major evolutionary prototype was produced by a design-and-refine paradigm which facilitated evaluation of the interaction, clarified requirements and identified potential problems.

The FRAMES prototype is a highly interactive, individualised practice environment covering about 40% of the material intended for inclusion in the production model. FRAMES was programmed in TenCORE 5.0 by programmers of CENSE (Centre for Software Engineering at Unisa) and runs under DOS.

4 Conclusion

This article overviewed general software engineering models, tools and techniques, and investigated their applicability to instructional systems development.

The main difference between conventional and instructional systems development is important—conventional systems primarily involve data processing, while instructional systems attempt to stimulate human cognition by means of interactive presentation, practice opportunities, and support. Conventional systems must support tasks such as data capturing and report generation through task-appropriate user interfaces, while instructional systems should promote learning through a good user interface, proper knowledge modelling and navigation through such recorded knowledge.

The absence of data-flow interaction in instructional systems calls for a development process based more on refinement of presentation and knowledge navigation structures, than on formal data flow and algorithmic models. A life cycle model which includes evolutionary prototyping, such as the approach followed with FRAMES, therefore appears to be most appropriate for the development of instructional software, so that initially fuzzy requirements can be refined and the initial working version can be modified and expanded towards a final operational CAI product.

The object-oriented methodology proves itself to be, in the terms of Korson & McGregor [22], "a unifying paradigm", which is appropriate for the analysis and representation of CAI. CAI systems consist of compo-
ponents which can be well-modelled by objects in an object-oriented approach. Viewing a system as object-based provides a more versatile foundation than a view based fundamentally on data modelling or on its functions and procedures. Although user-input plays a major role in determining the path through instructional software, there is little conventional data flow. The concept of an object is therefore a utilitarian approach, which brings together such varied items as concrete objects, abstract objects, data, processes, and environmental entities external to the software (yet vital components of the system), such as the human user. Incorporation of the user as an object is particularly beneficial in CAI, due to its highly interactive and individualised nature. Tools and representations of the object-oriented approach were used in the analysis, design and documentation of the instructional software incorporated in the FRAMES system.

Although experience has shown that re-design and re-implementation are almost always inevitable in order to produce a reusable framework, it is hoped that object-based control structures developed for specific applications, as demonstrated in FRAMES, can eventually be used as generic, content-free shells to present formal instructional or practice exercises in different instructional modes in varying subjects and courses. This would capitalise on the modularity and reuse potential inherent in an object-oriented design.

References


Notes for Contributors

The prime purpose of the journal is to publish original research papers in the fields of Computer Science and Information Systems, as well as shorter technical research notes. However, non-refereed review and exploratory articles of interest to the journal’s readers will be considered for publication under sections marked as Communications or Viewpoints. While English is the preferred language of the journal, papers in Afrikaans will also be accepted. Typed manuscripts for review should be submitted in triplicate to the editor.

Form of Manuscript

Manuscripts for review should be prepared according to the following guidelines.

- Use wide margins and 1\frac{1}{2} or double spacing.

- The first page should include:
  - title (as brief as possible);
  - author’s initials and surname;
  - author’s affiliation and address;
  - an abstract of less than 200 words;
  - an appropriate keyword list;
  - a list of relevant Computing Review Categories.

- Tables and figures should be numbered and titled.

- References should be listed at the end of the text in alphabetic order of the (first) author’s surname, and should be cited in the text in square brackets [1-3]. References should take the form shown at the end of these notes.

Manuscripts accepted for publication should comply with the above guidelines (except for the spacing requirements), and may be provided in one of the following formats (listed in order of preference):

1. As (a) \LaTeX or camera-ready contributions that require no further attention. The maximum is R120-00 per page (charges include VAT).
   These charges may be waived upon request of the author and at the discretion of the editor.

Proofs

Proofs of accepted papers in category 2 above may be sent to the author to ensure that typesetting is correct, and not for addition of new material or major amendments to the text. Corrected proofs should be returned to the production editor within three days.

Note that, in the case of camera-ready submissions, it is the author’s responsibility to ensure that such submissions are error-free. Camera-ready submissions will only be accepted if they are in strict accordance with the detailed guidelines.

Letters and Communications

Letters to the editor are welcomed. They should be signed, and should be limited to less than about 500 words.

Announcements and communications of interest to the readership will be considered for publication in a separate section of the journal. Communications may also reflect minor research contributions. However, such communications will not be refereed and will not be deemed as fully-fledged publications for state subsidy purposes.

Book reviews

Contributions in this regard will be welcomed. Views and opinions expressed in such reviews should, however, be regarded as those of the reviewer alone.

Advertisement

Placement of advertisements at R1000-00 per full page per issue and R500-00 per half page per issue will be considered. These charges exclude specialized production costs which will be borne by the advertiser. Enquiries should be directed to the editor.

References

Contents

Editorial
DG Kourie ....................................................... 1

Research Contributions
The Abstraction-First Approach to Encouraging Reuse
P Machanick ................................................. 2

Secure Mobile Nodes in Federated Databases
MS Olivier ......................................................... 11

Word Prediction Strategies in Program Editing Environments
I Sanders and C Tsai ........................................ 18

A Computerised-consultation Service for the Computerisation of the Very Small Small-business Enterprise
CW Rensleigh and MS Olivier ................................. 25

Some Typical Phases of a Business Transformation Project: The First Steps Toward a Methodology?
D Remenyi ....................................................... 36

Technical Reports
Theory Meets Practice: Using Smith's Normalization in Complex Systems
AJ van der Merwe and WA Labuschagne ...................... 44

Applying Software Engineering Methods to Instructional Systems Development
P Kotzé and R de Villiers .................................... 49

Communications and Viewpoints
Mobile Agents at ISADS 97
I Vosloo .......................................................... A57

The Recovery Problem in Multidatabase Systems—Characteristics and Solutions
K Renaud and Paula Kotzé .................................. A62